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**USER MANUAL**

**for the**

**WOULDWORK PLANNING SOFTWARE** (26.3)

## Introduction

This is a user manual for the Wouldwork Planner (a.k.a. The I’d Be Pleased If You Would Work Planner, inspired by my grandson Elias). It covers how to download and install the software, how to write a problem specification, how to run the program, and how to interpret the program’s output. This manual is available in booklet or Kindle form for nominal cost at Amazon.com under the same name.

## Classical Planning

The typical classical planning problem takes place in a fully specified environment, in which an agent is attempting to plan out a sequence of actions to achieve a complex goal. The planning program, acting on behalf of the agent, analyzes numerous possible paths to the goal, and, if successful, presents a complete action plan from start to finish. Given the potentially large number of actions, environmental objects, and situations, classical planners may discover surprising solutions that elude even careful human analysis.

From a somewhat different perspective, a classical planner can also be viewed as a general problem solver. So it is generally applicable to many state-space search problems not normally regarded as planning problems. For example, Wouldwork can also solve constraint satisfaction problems (CSP) as a special case. The main advantage of using a planner for general problem solving is that the user is relieved of the task of developing a specialized state representation for a problem. A problem state is simply a list of propositions that are true in that state, and the planner reasons about states using predicate logic. Therefore, as long as the user can express potential problem-solving steps in predicate logic, the planner will independently search for a sequence of steps leading to a solution. However, this generality and convenience in specifying a problem comes with a cost. Unlike a specialized, hand-crafted problem solver, a planner cannot take advantage of sophisticated data representations. It can, however, incorporate problem domain specific features to improve efficiency.

The “classic” classical planning problem, called blocks-world, illustrates the basic operation of a planner. There is really no point in using a planner for such a simple problem, but it is suitable for introducing the basic concepts. Three blocks labeled A, B, and C are each resting on a table T. The goal is to stack the blocks so that A is on B is on C is on T. One possible action is ‘put x on y’, where x can be a block and y can be another block or the table. The shortest successful plan then contains only two steps: 1) put B on C, and 2) put A on B.

Background information about the problem is provided to the planner by the user in a problem specification file. In general, the problem specification will include a list of possible actions (eg, put x on y), a list of environmental objects (eg, A, B, and C are blocks, while T is a table), relevant properties and relations between objects (eg, x is on y), a state description for recording individual states between actions (typically a collection of facts holding at a particular time), a starting state (eg, A is on T, B is on T, and C is on T), and a goal condition (eg, C is on T, B is on C, and A is on B).

The Wouldwork Planner is designed to efficiently find any (or every) possible solution to a goal, within bounds provided by the user. Within those bounds the search is potentially exhaustive, if run to completion. This approach to planning makes it possible to find a needle in a haystack, if it exists, but is not feasible for extremely complex or large problems, which may require an inordinate amount of search time. However, since computer memory use grows only gradually, the main limitation for large problems is simply user patience.

# PART 1. THE WOULDWORK PLANNER USER INTERFACE

## Planner Features

The Wouldwork Planner enables users to solve planning and constraint satisfaction problems without extensive programming experience. It is yet one more in a long line of classical planners. A brief listing of some other well-known classical planners would include Fast Downward, LPG, MIPS-XXL, SATPLAN, SGPLAN,

Metric-FF Planner, Optop, SHOP3, and PDDL4j. All of these planners are major developments by small research teams to investigate the performance of a wide variety of planning algorithms. But each has its own limitations in its ability to specify and deal with certain kinds of problems.

In contrast, the Wouldwork Planner was developed not to investigate different planning algorithms, but to extend the baseline capabilities for handling a wider variety of classical problems. (Please see the author’s medium.com article for a gentle introduction to planning problems at: <https://medium.com/@davypough/traditional-ai-problem-solving-with-wouldwork-fcb0c4a71226> .) Wouldwork focuses on the problem templates and program interfaces that allow a user to flexibly and conveniently specify a problem of modest size, and perform an efficient search for a solution. The core planning algorithm itself performs a simple depth-first search through state-space, optimized for efficiently examining thousands, or potentially millions, of states per second, optionally in parallel. The program attempts to combine many of the interface capabilities of the other planners into one package. Some of the basic features of the user interface include:

* General conformance with the expressive capabilities of the PDDL language for problem specification, with extensions
* Arbitrary object type hierarchies
* Mixing of object types to allow efficient selection of objects during search
* Action rules with preconditions and effects, based on predicate logic
* Full nested predicate logic expressiveness in action rules with quantifiers and equality
* Specification of initial conditions
* Goal specification
* Fluents (ie, continuous and discrete variable quantities & qualities)
* Durative actions taking time to complete
* Exogenous events (ie, happenings occurring independently of the planning agent’s actions)
* Temporal plan generation (ie, possible action schedules)
* Global constraint specification, independent of action preconditions
* User function specification for on-the-fly, possibly recursive, embedded computations
* Specification of complementary relations to simplify action rules
* Inclusion of arbitrary Common Lisp code in action rules, constraints, and functions
* User control over search depth
* Identification of shortest length, shortest time, or min/max value plans
* Optional parallel processing to speed up search
* Output/debugging diagnostics describing details of the search

## Disclaimer

The Wouldwork Planner is open-source software. It can be freely copied, distributed, or modified as needed. But there is no warrant or guarantee attached to its use. The user therefore assumes all risk in its use. Furthermore, the software was developed for experimental purposes, and has not undergone formal unit testing. Run-time error checking is piecemeal, and latent software bugs surely remain. The software runs optimally in the Steel Bank Common Lisp (SBCL) programming environment. It is designed to be portable for other common lisp implementations, but only tested with CCL. Search is compute-intensive, so expect significantly longer run times if not using SBCL. Users may send bug reports, suggestions, or other useful comments to Dave Brown at [davypough@gmail.com](mailto:davypough@gmail.com).

## Quickstart with SBCL

1. Install the SBCL Common Lisp release for your computer from <http://www.sbcl.org/platform-table.html>
2. Install Quicklisp from <https://www.quicklisp.org/beta/>
3. Clone or download the Wouldwork repository to your computer from <https://github.com/davypough/quick-wouldwork> placing it in your ~/quicklisp/local-projects/ directory (the path to the project files should then be ~/quicklisp/local-projects/quick-wouldwork/)
4. Start SBCL from your terminal command prompt.
5. At the SBCL prompt, enter (ql:quickload :wouldwork :force t)
6. Enter (in-package :ww) to switch the current package from cl-user to wouldwork.
7. Enter (run-test-problems), or just (test), to verify everything is loaded and running properly.
8. Review the printout from any of the test problems to see the format of solutions.
9. Look at the sample problem specifications (eg, problem-blocks3.lisp) in the src directory to become acquainted with how problems are defined.

Once you have the SBCL Common Lisp environment installed (I like SBCL because it is open-source and compiles into speedy code), you can add your own problem specifications or modify the source code. Note that the environment will need Quicklisp and ASDF pre-installed as a baseline, plus the :alexandria, :iterate, and :lparallel Quicklisp libraries (automatically installed when loading Wouldwork). Check the file wouldwork.asd for detailed information about what Wouldwork loads.

Also note that SBCL loads with 1024MB = 1GB of memory by default. If a planning problem exits with an out-of-memory condition (heap exhausted), you will need to increase the default by loading SBCL at the command prompt with additional memory, for example:

> sbcl –dynamic-space-size 2048

which doubles the default (or 4096, 8192, etc, depending how much memory you have).

Planner parameters (\*depth-cutoff\*, \*solution-type\*, etc) are either set in the problem specification, at the REPL after loading Wouldwork, or simply left at their default values. Finally, executing (run <problem-name>) runs the planner on the specification file. To see a list of all currently defined problems in the /src directory, enter (list-problem-names). Enter (help) at the REPL to see a list of all available commands.

## Problem Specification

Most classical planners take as input, a text-like specification of a planning problem provided by the user, and this planner is no exception. The standard problem specification language for classical planning is PDDL, which offers the user a straightforward way to define various types of environmental objects, properties and relations, as well as possible actions, constraints, goals, and initial conditions.

The format of a problem specification file for the Wouldwork Planner is a variation on PDDL to allow some further simplifications and elaborations, but at the expense of being able to represent some very complex planning scenarios falling outside the scope of this planner. The following paragraphs outline the essential sections comprising a problem specification file. The blocks-world problem mentioned previously will serve as a running example. Additional specification sections for more complex problems are left for Part 2 and the Appendix. Advanced planning applications may include arbitrary Common Lisp code along with the standard PDDL sections.

## Specifying Environmental Objects & Types

The first requirement is to specify the various objects and object types

relevant to the problem domain. In the blocks world, there are three blocks (named A, B, C) and a table (named T). The following definition establishes this background information for the planner:

(define-types

block (A B C)

table (T)

support (either block table)) ;where a block can be placed

To the left are the object types, and to the right, the particular objects of that type appearing in the problem. The last type (namely, support) is a sometimes useful catch-all type signifying a generic entity of some kind, in this case either a block or table, both of which can support blocks. So A, B, C, and T are all supports. Generic types are often useful for simplifying action rules, to be discussed shortly. The ‘either’ construct simply forms the union of its argument types. In this example the object names correspond to actual objects in the blocks world, but in general objects can also be values like 1, 2, or 3 or any other Common Lisp programmatic object. Value objects provide a convenient way to represent some discrete properties, such as location coordinates or scaled discrete quantities, which then allows straightforward enumeration of the values in action rules.

## Specifying Object Relations

The second requirement is to specify the relevant relations (includes properties) which may hold for and between the various object types. Primary relations are used by the planner to generate and analyze various states of the environment during planning. In the blocks world there is only one relation that needs to be considered, namely whether a block is, or is not, on some support, specified as: (on block support). In other words, in this problem it is possible for a block (A, B, or C) to be on some kind of support location (A, B, C, or T), and particular instantiations of this relation will be present in various states during planning. The full relational specification is then:

(define-dynamic-relations

(on block support))

The *dynamic* relation specification indicates that the situation of a block being on a support may change from state to state during the course of planning. (*Static*—ie, unchanging—relations are discussed later in Part 2. Optionally, all relations can be specified as dynamic, but it is computationally more efficient to separate the two.)

## Specifying Possible Actions

The third specification is for the individual actions that the planning agent can take. In this case the agent can take a block and put it either on the table or on another block (in a stack). Actions are always composed at least of a *precondition*, specifying the conditions that must be met before the action can be taken, and an *effect*, specifying changes in the state of the environment after the action is taken. Since the action here is one of putting a block (labeled by a variable like ?block) on a support (like ?support), the precondition must specify that there is not another block on top of ?block, and in addition, that there is not another block on top of ?support, unless ?support is the table. It is conventional, and required in Wouldwork, that typed variables have a question mark (?) prefix. The following precondition expresses these conditions in predicate logic, where ?block signifies the block to be put somewhere, ?b signifies some arbitrary block, ?block-support is the support the block happens to be on currently, and ?support signifies the support on which ?block will be put:

(and (not (exists (?b block) ;no block is on ?block

(on ?b ?block)))

(on ?block ?block-support) ;?block is on some support

(not (exists (?b block) ;no block is on the support

(on ?b ?support)))

In plain English, the first condition says that there does not exist a block which is on the block to be moved--ie, that it has a clear top. Later it will be explained how to define auxilliary functions, like cleartop?, which can be used to simplify such action conditions. The second condition verifies that ?block is on some kind of support, labeled ?block-support (either the table or another block); and the third condition checks that that the support place, labeled ?support, itself has a clear top.

It is worth noting that the above action can be expressed much more straightforwardly if fluents and functions are used:

(and (cleartop? ?block)))

(bind (on ?block $block-support))

(cleartop? $support))

These kinds of enhancements to PDDL are discussed in Part 2, and illustrated in the specification for problem-blocks3a.lisp.

Once the action precondition is established, the action effect then must specify what happens if the action is taken by the planning agent. The effect (in this case after an instance of ?block is put on some ?support), is that the block will now be on that support; and also that the block will no longer be on what was previously supporting it. This effect is concisely expressed as:

(assert (on ?block ?support)

(not (on ?block ?block-support)))

In other words, ?block now will be on ?support, and ?block is no longer on ?block-support. The *assert* operator groups multiple changes to the current state together, and automatically arranges and executes them in the proper order to maintain database consistency. Like the precondition, the effect necessarily consists of only one (possibly complex) statement.

The *assert* operator establishes a scope for propositional updates to the current state. An *assert* statement, therefore, can include any number of sub-statements (except another *assert* statement). All of the asserted propositions within its scope will contribute to the next state.

Bringing the precondition and the effect together defines a complete action rule, consisting of six parts. First is the name of the rule (put), second is the duration of the action (where 1 means one unit of time), third is the list of free parameters appearing in the precondition (where a variable, or list of variables alternates with its type, as discussed later), fourth is the precondition, fifth is the free parameters related to the effect, and sixth is the effect itself:

(define-action put

1

(?block block (?block-support ?support) support)

(and (not (exists (?b block)

(on ?b ?block)))

(on ?block ?block-support)

(not (exists (?b block)

(on ?b ?support))))

(?block ?block-support ?support)

(assert (on ?block ?support)

(not (on ?block ?block-support))))

On each planning cycle, each trial action is evaluated by the planner in the order presented in the problem specification. For each action during evaluation, all possible nonredundant arrangements of the precondition parameters are considered. For the above rule, the possible instantiations of ?block are A, B, and C, while the possible ?block-support and ?support values are A, B, C, and T. This leads to a set of 18 (?block ?block-support ?support) arrangement triples generated by the precondition parameters: ((A B C) (A B T) (A C B)

(A C T) (A T B) (A T C) (B A C) (B A T) (B C A) (B C T) (B T A) (B T C) (C A B) (C A T) (C B A) (C B T) (C T A) (C T B)). After removing duplicate variable assignments, each is tested against the action preconditions in the current state. If one or more instantiations satisfies the precondition, then the action’s effect is executed with those instantiations, producing an update to the current state. (See Part 2: Parameter Lists, for additional details.)

Each successful instantiation represents a possible next step in the planner’s path to the goal. As discussed in Part 2, the instantiation procedure is the same for local parameters appearing in quantified expressions (ie, expressions headed by *exists* or *forall* in the precondition or effect), except then the local parameter combinations are instantiated in the context of the current action parameter instantiations.

In general, logical expressions in an action can be headed by any of the usual logical labels—*exists, forall, and, or, not, if, <relation name>, <function name>, <lisp function>* (see Part 2 for a full list). An argument in a logical expression can generally be any *<typed variable>, <fluent variable>* (see Part 2), integer (allows iteration over values in the same way as with typed variables), real number (eg, the value of a fluent), or a *<lisp lambda-expression>* (which is first evaluated to produce the argument in the logical expression in which it occurs).

It is not unreasonable to complain that writing action rules is often difficult. We normally do not reason with predicate logic, and keeping all the variables straight requires some amount of bookkeeping (not to mention trial and error). However, predicate logic has been shown to be a highly expressive language for representing all manner of technical problems, one of which is planning. Its precision is often particularly useful in highlighting subtle errors in thinking. To better handle complex logical operations, the logical statements can often be usefully grouped into functions or independent actions. For example, another option for expressing the action *put* above is to break it into two actions, say *put-block-on-table* and *put-block-on-block*. This would simplify the logic for each rule, but at the potential cost of added debugging, maintenance, and planner processing.

When writing action rules, it may be helpful to remember that when an action runs, all of the parameters for the precondition first will be instantiated for all possible combinations of the variables. Then, the body of the precondition is run for each combination. Every time an instantiation meets the precondition, that instantiation becomes the context for instantiating the effect. The body of the effect then runs for each precondition instantiation, along with any further effect instantiations, thereby registering the specific effects of the action in the next state. In this way, executing a single action rule may give rise to multiple effects, each of which generates a successor state to the current state.

## Specifying Initial Conditions

The next required specification characterizes the initial state of the environment, from which planning commences. The initial conditions are simply a list of all facts which are true at time = 0. Below are the initial conditions for the blocks world, indicating that all three blocks are on the table:

(define-init

(on A T)

(on B T)

(on C T))

Note also that the planner bases its analysis of all environmental states, including the initial state, on the usual closed-world assumption. This means every fact is represented as being either true or false, and never unknown. Therefore, if a fact is true, it will appear in a state representation at a particular time—for example, as (on B T) does in the initial state above. If this statement did not appear in the initial state, it would mean that B was not on the table—that is, that (on B T) was false. This way of representing facts (as either present or absent in a state) makes it easy to check for true and false conditions for a state in the action rules—for example, (not (on B T)) expresses the condition in an action rule that B is not on the table. But

(not (on B T)) does not appear in the state itself.

## Specifying the Goal Condition

The last requirement is for a goal condition, which is also expressed in terms of a single predicate logic statement. When the planner encounters a state in which the goal is true, the planner records that state, and the path to it from the initial state, as a solution. Depending on whether the user has requested the shortest possible path (in number of steps or duration), or merely the first solution path encountered, the program either continues searching, or exits, respectively. In the blocks world, the goal is to appropriately stack three blocks, which is satisfied when the following fact is true:

(define-goal

(and (on C T)

(on B C)

(on A B)))

## Operational Considerations

This completes the basic specification for the blocks world problem, except to note that the user can tell the planner how deeply to search for a solution. Since the shortest solution involves only two steps—namely, (put B C), and (put A B)—the user could set the \*depth-cutoff\* at 2 steps. Setting the \*depth-cutoff\* at 2 will end up generating the minimal number of intermediate states, but it is typically not known in advance how many steps will be required to solve complex problems. Choosing a large value will increase the search time due to greater search depth, but the planner can still find the shortest path to the goal among all paths shorter than or equal to that value. But choosing a value too small may lead to finding no solutions. Some experimentation with different depth cutoffs and partial solutions may be needed to solve complex problems. For the blocks-world problem it is not necessary to specify a depth cutoff, since Wouldwork automatically determines when to stop going deeper (ie, when all possibilities are exhausted).

Another viable option for problems where the total number of possible states is not too large (say under 1,000,000) is to leave the depth cutoff at its default value of 10, and stipulate a graph (rather than tree) search. A graph search avoids reanalyzing previously visited states, thereby potentially shortening the search, but incurs additional overhead that a tree search avoids. The depth cutoff can be gradually increased for subsequent runs. For the blocks problem the total number of possible states is relatively small (ie, all combinations of three blocks arranged in different ways), so setting the \*depth-cutoff\* to 0 (meaning go as deep as necessary) is fine, potentially examining all combinations in the worst case.

From the user’s perspective, interacting with Wouldwork can be thought of as first staging (ie, loading) a problem, and then solving it. When Wouldwork first loads, it automatically stages the blocks3 problem or whatever problem you were last working on. Once staged, a problem can be solved by entering (solve) at the REPL. Entering (stage problem-name) at any time will stage a new problem. Staging and solving will occur together if (run problem-name) is entered. Other commands can also be entered at the REPL—enter (help) to see a list. Note that if you edit and save a problem specification file, you will need to enter (refresh) to let Wouldwork know about the changes before solving again.

## Solution Types

Wouldwork can adjust its search strategy depending on what kind of solution the user wants. The choice is specified with the *solution-type* parameter—eg, (ww-set \*solution-type\* first). All Wouldwork settings conform to the Common Lisp “earmuff” notation with asterisk pre- & post-fixes. The options are *first* (find the first encountered solution that satisfies the goal), *min-length* (find the solution with the minimum number of steps/actions from start to finish), *min-time* (find the solution taking the least amount of time to complete, given the time to complete each action), *min-value* (find the solution that minimizes an objective value function), *max-value* (find the solution that maximizes an objective value function), and *every* (find and record every solution). The default is *first*.

Note that for *every*, the number of solutions found may differ, depending on whether a tree search or graph search is performed. Graph search will prune states that are worse than previously visited states, and therefore will not find poorer paths to goals derived from those inferior states. Tree search, however, aims to find all paths to legitimate goals without pruning (but without retracing steps), which may take a long long time.

Each of *min-length,* *min-time, min-value,* and *max-value*  also employ pruning to avoid exploring infeasible paths. During the initial phase of debugging a plan specification however, it may be useful to leave the solution type at its default value of *first*, in order to verify quickly that some/any plan is achievable. Then gradually increase \*depth-cutoff\* to see if there is any solution within a reasonable depth bound, within a reasonable amount of time.

Note that it is possible to find a min-value or max-value state even if there is no goal specified (ie, the goal is set to nil). For example, see the simple knapsack problem in problem-knap4a.lisp. In this case the search will return the min- or max-value of all states examined. If a goal is specified, then the min- or max-value satisfying the goal will be returned.

Wouldwork stores in the variable \*solutions\* all solution paths to all goals reached. But note that many paths may lead to the same goal state. The variable \*unique-solutions\* will contain the paths to each unique goal state reached. After a planning search completes, enter either variable name at the SBCL prompt to see its contents.

## Problem Types

There are two basic types of problem that Wouldwork can be configured to solve—namely, planning problems and constraint satisfaction problems. The user must tell Wouldwork which type (\*problem-type\* = planning or csp) to use to solve the current problem specification, since each type expects a slightly different organization of actions. Planning is the default, where the actions represent possible changes to the current problem state. But CSP actions represent the sequential assignments of values to variables. (See problem-captjohn.lisp for an example of a CSP problem.) CSP problems can be solved as planning problems, but the CSP specializations will greatly increase efficiency for large CSP problems. In particular, CSP problems are usually paired with a backtracking algorithm for maximal efficiency.

## Algorithm Types

The user can also choose one of two algorithms to use for solving a problem (\*algorithm\* = depth-first or backtracking). Normally, depth-first is best for problems with repeated states whose solution involves searching a graph. Depth-first avoids redundantly analyzing such repeated states or paths. Alternately, backtracking is best suited for tree search where no or very few states repeat, and no circular paths exist in the state space. Most planning problems are best solved with depth-first + graph, while CSP problems are ideal with the backtracking + tree strategy.

## Program Control Settings

There are a number of other program settings, like \*solution-type\* mentioned in the prior paragraphs, that the user has control over. All of these settings have default values, but the user can change them as needed. Simply add a statement like (ww-set <setting> <value>) to the problem specification file. For example, (ww-set \*solution-type\* min-length). Note that the parameters can also be changed at the REPL. The setting names and their initial default values (in the package :ww) are as follows:

\*problem-name\* = unspecified (any symbol, string, or number)

Specifies the name of the problem to be solved. The user will normally include a statement like (ww-set \*problem\* problem-name) in a problem specification file to identify which problem the specification is about. The statement however is optional.

\*problem-type\* = planning (planning or csp)

Specifies whether the problem is a planning problem or a constraint satisfaction problem (csp). Wouldwork uses different search strategies for each.

\*algorithm\* = depth-first (depth-first or backtracking)

Specifies whether the problem is to be solved using a depth-first or backtracking strategy.

\*depth-cutoff\* = 0 (n >= 0)

Specifies the max search depth; 0 means no cutoff. Searching deeper usually requires more time. For a tree search, if no cutoff is specified, the search along each path will continue until a state repeats, indicating a cyclical (infinitely repeating) path, thereby terminating the path. Searching with a fixed \*depth-cutoff\* > 0 may be somewhat faster, since then there is no need to check for cyclical paths. Cyclical paths are not an issue for graph search, since any repeated state (on the current path or not) is automatically pruned.

\*tree-or-graph\* = graph (tree or graph)

Specifies whether the search space is expected to be a tree (with no repeated states) or a graph (with repeated states, such that the same state can be reached in more than one way). A paradigmatic example of a problem with a graph search space is the 15-puzzle, since there are many ways to arrive at the same tile configuration by different paths. The 8-queens puzzle, however, exemplifies a problem with a tree search space, if the queens are placed on successive rows one after the other. A previous board configuration of non-attacking queens will never be repeated, because there will always be more queens on the board with each new placement. But neither search strategy will get caught in an infinite loop. Tree search may find more solutions than graph search, since different paths of different lengths to the same goal state are allowed in tree search. Graph search is the default, but if there are few repeated states, tree search will likely be faster. Try both if unsure.

\*solution-type\* = first (first, min-length, min-time, min-value, max-value, every)

Specifies what kind of solution is required from the planner: *first* means stop after the first solution is found; *every* means find all solutions by examining the entire search space, where the search space is determined by the \*tree-or-graph\* setting; *min-length* means find the path containing the least number of steps (ie, actions); *min-time* means find the solution taking the least amount of time. And *min-value* or *max-value* finds the solution with the minimum or maximum value according to a user-specified optimization value.

\*progress-reporting-interval\* = 200000 (n > 0)

Specifies how often to report progress to the terminal during search; reports after each multiple n of states examined; useful for long searches.

\*debug\* 0 (0 <= n <= 5)

This global variable determines how much debugging information is printed to the terminal during or following a search. The default, 0, means no debugging. A value of 1 prints out the search tree after the search is complete, while higher values print out progressively more information. Setting the value to 5 will interrupt the search for inspection after each processing cycle. This type of debugging is only available in serial (not parallel) search, so first verify that *\*threads\** = 0. See the file ww-preliminaries.lisp for additional details. Also see the discussion in section entitled *Plan Monitoring & Debugging* in Part 2. Set \*debug\* only at the REPL, not in the problem specification file.

\*probe\* nil (any action step)

Setting this global variable will temporarily interrupt processing whenever Wouldwork takes a particular action. It is often useful for debugging, when you know that a particular step is wrong in the current state. It allows inspection of the current processing cycle and optional actions to help diagnose what is going wrong at a particular point in time. The argument to \*probe\* is a list consisting of an action name, the instantiation for the action, and the depth. For example, (move (area1 area2) 5) will interrupt processing after Wouldwork considers moving from area1 to area5 at a depth of 5. The resulting state can then be analyzed for errors. Note an exception, however, that setting \*probe\* must occur at the terminal prompt (REPL), not in the problem specification file.

In addition to the program control settings above, there is a global variable, called \*threads\*, that controls the degree of parallelism. The value of this variable can be changed, and is located at the top of the ww-preliminaries.lisp file. While the previous program control variables (eg, \*depth-cutoff\*) can be changed after the Wouldwork files are loaded, the parallel global variable must be set before loading SBCL, since it affects the Lisp image. To change to or from serial computation (non-parallelism), edit ww-preliminaries.lisp, exit SBCL altogether, and reload. Also note that parallelism is only available in SBCL, not in other Common Lisp implementations.

\*threads\* 0 (0 <= n <= N-1)

This global variable specifies how many parallel threads to use in the search for a solution. The default, 0, means no parallel threads (ie, standard serial search). A value of 1 means use one parallel thread (which effectively amounts to a serial search, but uses the parallel processing mechanisms of Wouldwork—potentially useful for parallel debugging). Assuming the platform CPU can handle up to N threads, it can be useful to choose any number up to N-1, since managing parallelism will consume one thread. Choosing a number greater than N threads is feasible, but probably less efficient.

\*branch\* -1 (-1 or 1 <= n <= N)

The variable \*branch\* refers to any one of the possible N actions taken from the start state. Specifying one of these branches tells Wouldwork to concentrate all processing on this one branch from the start state, and ignore the others. This might be useful for very large problems, since each branch can be searched for a solution individually in separate runs. A value of -1 searches all branches.

\*randomize-search\* nil (nil or t)

This global variable specifies whether or not the search through the problem state space will be randomized. (Specifically, whether the order of the child states of a given state is randomized before being placed on the stack of states to be expanded next.) Multiple randomized searches may luckily hit on a solution when a standard (repeatable) search does not. Randomized search is incompatible with a heuristic search, since a heuristic will sort child states in a best-first order.

CTRL-C

To interrupt the search at any time, enter CTRL-C from the keyboard, which throws SBCL into the debugger, or safely shutsdown all threads if running in parallel mode. In the debugger, entering 0 will continue the search, while entering 1 will stop the search, returning user control to the SBCL prompt.

## Program Output

Sample program output for the 3 blocks stacking problem

(run “blocks3”)

Current parameter settings:

\*PROBLEM-NAME\* => BLOCKS3

\*PROBLEM-TYPE\* => PLANNING

\*TREE-OR-GRAPH\* => TREE

\*SOLUTION-TYPE\* => EVERY

\*DEPTH-CUTOFF\* => 0

\*PROGRESS-REPORTING-INTERVAL\* => 100000

\*THREADS\* => 0

\*RANDOMIZE-SEARCH\* => NIL

\*DEBUG\* => 0

\*PROBE\* => NIL

BRANCH TO EXPLORE => ALL

HEURISTIC? => NIL

EXOGENOUS HAPPENINGS => NIL

BOUNDING FUNCTION? => NIL

working...

New path to goal found at depth = 2

New path to goal found at depth = 3

New path to goal found at depth = 2

New path to goal found at depth = 3

In problem BLOCKS3, performed TREE search for EVERY solution.

Search process completed normally.

Exhaustive search for every solution (up to the depth cutoff, if any).

Depth cutoff = 0

Maximum depth explored = 3

Program cycles = 21

Total states processed = 31

Average branching factor = 1.4

Start state:

((ON A T) (ON B T) (ON C T))

Goal:

(OR (AND (ON C T) (ON B C) (ON A B)) (AND (ON A T) (ON B A) (ON C B)))

Total solution paths recorded = 4, of which 2 is/are unique solution paths

Check \*solutions\* and \*unique-solutions\* for solution records.

Number of steps in a minimum path length solution = 2

A minimum length solution path from start state to goal state:

(1.0 (PUT B C))

(2.0 (PUT A B))

Final state:

((ON C T) (ON B C) (ON A B))

A shortest path solution is also a minimum duration solution.

Evaluation took:

0.001 seconds of real time

0.000000 seconds of total run time (0.000000 user, 0.000000 system)

0.00% CPU

3,294,240 processor cycles

262,192 bytes consed

The program first outputs progressive improvements to solutions as planning proceeds (if the user has requested every or an optimal solution). In this case there are four solutions. Next is a statement about the kind of search conducted, whether the program finished normally, and the depth cutoff (ie, consideration of all possible plans less than or equal to the cutoff in path length), where \*depth-cutoff\* = 0 means no cutoff. The total number of states encountered during planning is also listed. The number of program cycles reports how many sweeps through all possible actions there were. The average branching factor indicates how many new states were generated (on average) from any given state during the search. The number of solution plans found is then reported, with reference to where all the successful plans are stored, if needed.

The sequence of actions in the plan is displayed next as the final planning result. The first number in each plan step indicates the time at which that action occurred, if the actions are specified to take time to complete. Each step contains the action taken along with its arguments. The order of the arguments displayed is the same as the order of parameter variables in the action effect specification, so a put action parameter specification like (?block ?target) would then display as (put A B) meaning “put block A on target B”. Lastly, the final state and a summary of computational resources expended wraps up the report.

# PART 2: EXPLANATION OF OPTIONAL FEATURES

This section discusses some optional features of the Wouldwork Planner that extend its capability for dealing with certain kinds of planning problems more advanced than the blocks world. Most of these features involve adding supplementary information to the problem specification. In general, later parts of a specification often depend on earlier specifications, so it is best to keep to the following order in the problem specification file. Also, comments can be included in a specification following a semi-colon (;). Any text appearing after a semi-colon on a line of the specification is not processed.

## Object Types

Every object constant (eg, A or block1) must have a user-specified type (eg, block), in the *define-types* specification. The type is listed first, followed by a list of object constants of that type. The object constants must all be Common Lisp objects, usually symbols. In general, objects can have more than one type, and types can have subtypes, as a convenience for specifying action rules. For example in the blocks world, A is both a block and a support since it can support other blocks; and support includes both table and block as subtypes. By default, block A is also an instance of the supertype called *something*, since every object is a something, and every type is a subtype of *something*. Thus, a generic statement like (something ?obj) is valid for determining if some object is known to Wouldwork.

Specifications of subtypes are distinguished from object constants by the keyword *either*. For example, support has subtypes (either block table). But block has objects (A B C) or, perhaps in a more perspicuous specification, (block1 block2 block3), where the type is included in the name of the object. To include an object type with no object instances, specify the instances as () or NIL. Instead of listing a large number of objects for a type, you can also use the operator *compute*, followed by Common Lisp code, to automatically compute the object list (see Problem 8: Triangle Peg Puzzle in the Appendix for an example).

It is also possible to specify dynamic types—ie, types whose instances can vary from state to state. For example in the Triangle Peg Puzzle, the number of pegs left on the board in any state after a jump is one less than in the prior state. If each peg on the board is being checked to see if it can jump any other peg, it makes sense to only check those pegs which are currently on the board in any state, instead of all pegs (including those which have already been removed from the board). To specify such a dynamic type, create a query function to compute the current board pegs (see the following section entitled Query, Update, & Lisp Functions for how to write a function). For the Triangle Peg Puzzle, the dynamic type could look like:

(define-types

peg (peg1 peg2 peg3 …) ;static type (all pegs)

current-peg (get-current-pegs?) ;dynamic type

…)

where the function get-current-pegs? retrieves the current pegs from the current state. The type *current-peg* can then be used in action rules to generate pegs in the same way as the type *peg* will generate all pegs. Alternately, the precondition of the action rule could simply use the dynamic type directly in the parameter list as in (?peg (get-current-pegs?)). The savings in processing time may be significant, since the set of current pegs will always be less than or equal to the set of all pegs.

## Object Relations

A fundamental description of any object necessarily includes the properties it has and the relations it has to other objects. Accordingly, each relevant relation (or property) of every object must be included either in a *define-dynamic-relations* or a *define-static-relations* specification. To illustrate the dynamic/static difference, consider a dynamic relation like (on block support), which could be instantiated by a proposition like (on A T). During the course of planning, the planner maintains a local database of propositions that are true for each state. When the status of A subsequently changes from (on A T) to (on A B), the current database is updated for the next state. However, static propositions, like (block A) indicating that A is a block, never change, and do not need to be maintained in every state. Static propositions are more efficiently stored in a separate database, which the planner can take advantage of if the user defines dynamic and static relations separately. Note, in passing, that in the proposition (block A), the term *block* is being used as a predicate. However, *block* is also a type. Predicates and types are distinguished by their context of use.

The relations of or between objects are specified according to object type, and serve as a template for the propositions that instantiate them. Binary relations are probably the most common, specifying a relation between two object types. For instance, (on block support) expresses a binary relation between blocks and supports. A unary relation expressing a property like (red block), says that blocks can be red. A trinary relation like (separates gate area area) indicates that gates separate two areas, and so on for other higher order relations specifying relations among an arbitrary number of types. Relations can even have no arguments, such as (raining), simply indicating the proposition that it is raining. The type arguments to a relation can also include the *either* construct, as in (color (either block table) hue), indicating that both blocks and tables can have a color, assuming the type hue includes object constants like red, blue, green, etc. The current limit on relation arity is four arguments. Thus, a relation like (connected node node node node node) incorporates one argument too many. All relations are fixed arity.

When a relation includes duplicate types like (separates gate area area), it is interpreted by Wouldwork as a symmetric relation. This is a convenience, since the user then does not need to worry about how the symmetric types (ie, the 2nd and 3rd area arguments) are instantiated during planning. The user can simply include (separates ?gate ?area1 ?area2) in an action, constraint, function, etc; leaving out the reverse symmetric test for (separates ?gate ?area2 ?area1), since Wouldwork automatically includes both in any database. Whenever one proposition like (separates gate1 area1 area2) becomes true or false, the reciprocal proposition (separates gate1 area2 area1) also becomes true or false. In those special cases where the relation is not symmetric, the default symmetric assumption can be cancelled by marking the relation with a “>” directional suffix—eg, (separates> ?gate ?area1 ?area2). Now the statement will only match the ?area1 and ?area2 variables in the given order.

Relations may also include fluent types, which act as variable types, most commonly for numbers, but also for other defined user types. For example, a relation like (height block $real) might specify that blocks have a height that is a real number, possibly useful for evaluating the net height of a stack of blocks. Fluent variables are identified by their dollar-sign ($) prefix, much as logical variables like ?support are identified by their question mark (?) prefix. The type label (following the $) must be a valid user-defined or Common Lisp type.

Fluent variables, however, operate differently from their logical variable counterparts in actions. While logical variables generate object instantiations, one at a time, for testing in actions; fluent variables are instantiated by looking in the propositional database of the current state for a matching proposition. In the previous example, the relevant database is queried for a proposition matching the pattern (height block $height). If it finds a proposition like (height A 3.2), it instantiates the variable $height with the value 3.2. This instantiation is then available for further evaluation in the action as the value of the variable $height. Note that a relation with fluents is more usefully characterized as a function (being a special kind of relation). For this reason there should be only one proposition in the database that can match the fluent pattern. Otherwise, the fluent instantiation would be ambiguous among the possible choices.

The returned value of a fluent is not limited to numerical quantities. Any user-defined type (eg, $hue) can also be a fluent (assuming the type hue includes object constants like red, green, blue, etc., and objects can have only one color at a time). A statement like (color block $color) illustrates this way of using a fluent variable. Looking at the actual problem specifications in the Appendix may help clarify the different fluent options and capabilities.

Sometimes, usually for efficiency reasons, a user may specify a relation that includes a lisp container fluent—ie, a list, vector, array, or hash-table. For example, the set of used words in the file problem-crossword5-11.lisp is specified as (used-words $hash-table), which records the words in a set that have been tried so far in the search. In these cases, the usual choice to represent a set will be to use a hash-table rather than a list or vector, because the containers are always tested for equality with the predicate #’equalp. The other choices, in general, will not be #’equalp even if they have the same elements. Only use one of the other choices if the order of elements in containers with the same number of elements is always the same—eg, a lexicographic ordering.

## Complementary Relations

For a given relation R, the complement of R is the relation expressing the negation of R (ie, not R). Complementary relations come in pairs, such that if any propositional instance of one is true, the corresponding propositional instance other is false. For example, (on switch) and (off switch) are complements. That is, for any instantiation of switch, say switch1, whenever (on switch1) is true, then (off switch1) is false, and vice versa.

If the user stipulates which relations are complements by using the *define-complementary-relations* specification, the planner will automatically keep track of which complementary propositions are true and which are false. Then, if an action rule concludes that switch1 is on by asserting (on switch1), the planner will automatically remove (off switch1) from the current database. Otherwise, the user must also assert (not (off switch1)) to maintain database consistency.

The previous switch example illustrates the simplest kind of complementary relation, namely one in which the arguments of both relations are the same (ie, switch). For simple complements like on/off, the planner can always work out how to deal with the assertion of any associated proposition, since (on switch1) implies (not (off switch1)), (not (on switch1)) implies (off switch1), (off switch1) implies (not (on switch1)), and (not (off switch1)) implies (on switch1).

However, some complements share only some, or even no, arguments. In the expanded blocks world problem, there is a gripper arm that moves blocks around. In this world, it is useful to know when the gripper is holding a block (in which case it cannot pickup another block) and when the gripper is free. The corresponding relations (holding block) and (not (free)) are therefore complements, since (holding block) implies (not (free)), and (not (holding block) implies (free). But the reverse direction is problematic. While (free) does imply (not (holding ?)), where ? matches anything that the gripper is currently holding, if (not (free)) were asserted, it is indeterminate what the gripper would then be holding. For this reason, all complement specifications are limited to the forward direction only. If the reverse direction is warranted, it must be included separately.

Putting all of the above examples into a specification of complementary relations would look like:

(define-complementary-relations

(on switch) -> (not (off switch))

(off switch) -> (not (on switch))

(holding block) -> (not (free)))

## Logical Statements, Quantifiers, & Doall

Actions, goals, constraints, functions, and other user-defined constructs are composed of logical statements that the planner uses to analyze the current active planning state. All statements must adhere to the previous type and relation definitions as specified. Many statements simply return a true or false value when executed, but others may return a user-defined value (like query function calls), or add and delete propositions from a state (like *assert* statements) . Simple examples of logical statements appear in Part 1. The complete list of admissible logical statement forms in Wouldwork is included in the later section: *The Variety of Logical Statements*.

Of particular note are the quantifier statements *forsome* or *exists* (existential quantification) and *forall* or *forevery* (universal quantification). An existentially quantified statement generates all possible values of the local variables in its parameter list, and executes the statements in its body until some instantiation returns true, at which time the entire statement immediately becomes true. If the body is not true for any instantiation, then the statement returns false. Likewise, a universally quantified statement generates all possible instantiations, but returns true only if every instantiation is true. It returns false immediately if any instantiation is false. In general, quantifier statements, can be nested to an arbitrary level. Additional details about a quantifier’s parameter list are discussed in the subsequent section on *Parameter Lists*.

Experience has shown that a third “generating” logical statement form is also sometimes useful, in that it guarantees all instantiations will be processed. This is the *doall* statement, which follows the form of the quantifier statements, for example:

(doall (?g gate ?s switch)

(if (and (controls ?s ?g)

(off ?s))

(assert (inactive ?g))

(assert (active ?g))))

This statement tests to see if the switch control for a gate is on or off in the current state, and updates the state accordingly. It always returns true.

Note, however, that in this case, generating and testing all possible values of gate and switch can be expensive. If there are four gates, each of which is controlled by a switch, there are a total of 4x4 = 16 separate instantiations (<gate1,switch1>, <gate1,switch2>, …), each of which is tested in the *if* statement. Since each gate is controlled by only one switch, and a switch can only be on or off, it would be much more efficient to write a statement like:

(doall (?g gate)

(if (and (controls $s ?g)

(off $s))

(assert (inactive ?g))

(assert (active ?g))))

which uses a fluent variable ($s) as discussed later. Here, the fluent variable is bound to whatever switch controls the current generated gate ?g. Now there is only one test for each gate, for a total of 4 instantiations.

## Durative Actions

For many planning problems, in which the required solution only involves the sequence of planning actions, the time to complete each action is irrelevant. In these cases the second argument in an action specification (after the name) can be 0, indicating instantaneous execution. For other problems where the duration of actions is relevant, the second argument will be a positive real number, signifying the time taken to complete the action. The duration can be specified in any arbitrary time units the user chooses, as long as the units are consistent in all of the action rules (and in any other requirements which are part of the problem specification).

One simple durative action might involve the planning agent’s movement from one area to another, where the agent is named *me* below. Assuming movement only occurs between adjacent areas, and the time to move to any new adjacent area is the same, the move action could be expressed as:

(define-action move

2.5 ;moving takes 2.5 time units

((?area1 ?area2) area)

(and (loc me ?area1)

(adjacent ?area1 ?area2))

(?area1 ?area2)

(assert (not (loc me ?area1))

(loc me ?area2)))

As an aside, note that this action involves two variables which are both areas. Since the Wouldwork Planner always interprets variables as names for unique individuals, two distinct variables of the same type will always be instantiated with different objects. This convention means it is not necessary to check for equality with a statement like (not (eql ?area1 ?area2)) in the precondition above. Although this convention does violate a basic tenet of predicate logic, it is consistent with the intuitive understanding that we usually give different names to different objects in a given context to avoid confusion. It is straightforward to override this behavior, however.

## Fluent Variables & Variable Binding

A fluent variable, indicated by the prefix $ (as in $support), contrasts with a generated variable, indicated by the prefix ? (as in ?support). While generated variables are instantiated in logical statements by generating all possible instances of the variable (eg, all possible supports for the variable ?support), fluent variables are instantiated by looking up a matching proposition in the current database. For example, in a statement like (on ?block $support), a previously generated value for ?block is first consulted (eg, A), and then the current state database is consulted to determine if A is on something. If it is, that something becomes the value of the fluent $support.

Fluent variables, then, provide a very efficient way of evaluating the truth of a statement, since there is no need to generate and test all possible values of a variable—a simple lookup suffices. However, to avoid ambiguity there should be only one, or no, matching proposition in the database. This limits fluents to appearing in *functional* relations like *on*—a block can only be on one support at a time. When there is a choice between using a generated or fluent variable, the fluent representation is much more efficient.

The object variables in the blocks world problem (namely, ?block and ?support) are discrete variables, in that they can only take on discrete values, such as A, B, C, or T. However, for other problems it is useful to allow continuous variables as well, perhaps representing the height and weight of a block. As discussed previously, in addition to relations like (on ?block $support), relations like (weight ?block $w) or

(height ?block-support $h) could also be used in action preconditions, say to account for limitations in the agent’s ability to move certain blocks that weigh too much or are stacked too high. The continuous variables $w and $h, distinguished by their required $ prefixes, are technically known as numerical fluents, and in this case can take on positive real number values. Numerical fluents are instantiated by the same lookup procedure as for discrete fluents.

Sometimes there is a choice of whether to represent a variable as a fluent ($) or as a discrete generated (logical) variable. Generally speaking, fluents are most useful for representing data (eg, the height of a block), while logical variables represent symbolic values (eg, individual blocks and supports). But data can also be made discrete if there are a modest number of possible values, say <100. In this case the discrete values must be defined as a type—eg, (define-type height (1 2 3 … 100)) so the action rules can generate the values in parameter lists. Note that processing will slow down somewhat if equality between the values cannot be tested with #’eql (eg, if the values are lists or vectors). Often it is better to simply use a fluent for such values—eg, (define-dynamic-relation (locations $list))—where $list represents a list of coordinates like ((0 0) (3 1) …). Coordinates can then be dynamically added to or removed from the current locations list in the action rules.

As a more complete example, consider the specification of the classic “jugs” problem. Two jugs of different size are used to measure out a specific amount of water taken from a large reservoir. There are no markings on the jugs to indicate graded amounts. A jug can be filled or emptied completely at the reservoir, or emptied into the other jug to the point where the other jug is full. The goal is to get some reservoir water and pour it back and forth between jugs until a specific target amount of water remains. The first part of the problem specification might look like:

(define-types

jug (jug1 jug2))

(define-dynamic-relations

(contents jug $integer))

(define-static-relations

(capacity jug $integer))

Here, the relations *contents* (representing the current amount of water in a jug) and *capacity* (representing the maximum amount of water a jug can hold) take a discrete argument (one of the jugs) and a fluent argument (an integer, indicated by the required $ prefix). And both relations are clearly functional, since a jug has only one contents and capacity at any time. The action of filling a jug with water from the reservoir then takes the form of the following rule:

(define-action fill

1

(?jug jug)

(and (bind (contents ?jug $amt))

(bind (capacity ?jug $cap))

(< $amt $cap))

(?jug $cap)

(assert (contents ?jug $cap)))

The action uses the fluents $amt and $cap to represent the current amount in a jug and its capacity, respectively. The rule says that if a jug presently has some amount of water in it (possibly 0), and the current amount is less than its capacity (otherwise it is already full), then after filling, its current amount will be its capacity. Other actions such as emptying a jug completely, or pouring the water in one jug into the other jug until it is either empty or the other jug is full (leaving some remaining in the first jug) are left for the complete Appendix jug problem example. The *bind* operator basically tells the planner to look up and assign the current values to all fluent variables in a statement. Those values are then available for use in subsequent statements. If you need to lookup (ie, bind) the value of a variable in an action rule, then you must specify the relation with the appropriate fluent variable type. Also, there is no need to use fluent variables when specifying background knowledge with define-static-relations, since they don’t change during search.

Note that any statement which involves database *lookup*—eg, (bind (loc ?obj $x $y)) in a precondition, query function, if statement, etc—must not include in-line computations: eg, (bind (loc ?obj (1+ $x) $y)). In the former statement the location of an object is being looked up in the database and its retrieved location coordinates assigned to the variables $x and $y. The expression (1+ $x) is not a variable, and thus cannot receive an assignment. But a statement like (assert (loc ?obj (1+ $x) $y)) is fine, since the x coordinate is being computed before *adding* the proposition to the database.

Other local variables can be introduced in any Wouldwork function using the usual *let* form from Common Lisp. If they are special variables (accessible from subfunctions), then simply declare them special as discussed later. Note that local variables appearing in pure Common Lisp expressions are not required to have the prefix $, even though it is advisable. Such prefixed variables are definitely required in mixed Common Lisp & Wouldwork statements, and there is no penalty for always using $-prefixed variables. As a general rule, assign fluent variables using the $ prefix notation—for example, with a *setq* (setq $var 3) or *bind* (bind (blocks $blocks) or *let* (let ($counter 0) …) form.

## Global Variables

On some occasions it may be useful to define one or more global variables at the beginning of a problem specification file. Global variables are often convenient, because they are visible from anywhere in the problem specification, and in all threads. Use the normal Lisp operator *defparameter* for single-threaded programs and for programs in which the value of the parameter does not change. Otherwise, to define a global variable which may change or to enable multi-threaded program runs, put in a declaration like the following:

(sb-ext:defglobal var-name val-form doc-string)

The global var-name can then be safely updated by using the built in SBCL atomic parallel operations such as

(sb-ext:atomic-incf var-name delta) for fixnums, or

(sb-ext:atomic-push object var-name), for lists

(sb-ext:atomic-pop var-name)

See the SBCL manual for further details.

## Dynamic (aka Special) Variables

Along with global variables, Common Lisp has a built-in facility for handling dynamic variables. Typically, the variables appearing in a user’s problem specification will be *local* (ie, non-dynamic) to each action rule or function, and therefore have no meaning to Wouldwork outside of that rule or function. However, user variables declared as *dynamic* are not so restricted. Wouldwork can use dynamic variables to relay variable values between a parent function and any of its subfunctions. For example, if one function initializes a counter that several other functions subsequently increment depending on various conditions, the incremented values will be available to the initializing function for further processing. Here is a simple example:

(define-query bag-item ($item)

(let ()

(declare (special $net-price))

(incf $net-price

(case $item

(peas 1.80)

(carrots 2.25)

(mangos 3.00)))

(do-some-other-stuff)))

(define-query purchase-price? ()

(let (($net-price 0))

(declare (special $net-price))

(bag-item ‘peas)

(bag-item ‘carrots)

$net-price)) ;returns the total price

Declaring $net-price as dynamic (using the Common Lisp keyword *special*) allows its current value to be shared among the functions that use it. Any special variable must be so declared inside of a *let* or *do* statement.

## Parameter Lists

Each action precondition and effect, as well as every *quantified* logical statement has a parameter list which tells the planner how to process the variables appearing in those statements. In the jugs example above, the fill action has a parameter list for the precondition, namely (?jug jug), and for the effect (?jug $cap). The presentation format in a precondition parameter list is always zero or more variables followed by their type. The presentation format in an effect parameter list is always a simple list of zero or more variables. An empty precondition parameter list means execute the body of the action only once, if the precondition is simply (always-true). The order of variable-type presentations in a precondition or quantified statement is arbitrary, but the order of variables in an effect determines the order of the variable instantiations printed out in the steps of a solution. The printout of a step like (fill jug1 5) means fill jug1 to capacity 5, because that is the user-specified order and meaning of variables in the effect parameter list above. Note that the variables appearing in an effect parameter list can come from either the precondition or the effect. Complex types expressed via the *either* construct are also allowed in precondition parameter lists—eg, ((?pet1 ?pet2) (either dog cat pig) ?owner owner).

As a general rule, every generated variable (?) must be parameterized before it is subsequently used in a logical statement. Thus, a precondition parameter list establishes a *scope* in which its variables can appear in an action precondition, effect, or quantified formula. Fluent variables ($) will never appear in a precondition or quantified formula parameter list, since their values are not generated. Their binding is always established through the use of the *bind* operator. However, fluent variables can appear in action effect parameter lists to control how solution steps are printed, as mentioned above.

In the case of overlapping types, as in a blocks world parameter list like (?block block ?support support), some supports are blocks (all supports except the table T) and all blocks are supports. For this situation, the default is to generate only relevant combinations of a block and a support—eg, (A B) or (A T), but not (T A) or (T T) or (A A)—for checking in an action rule. For example, in the default case, there is no need to include a statement like (different ?block ?support) in the body of a rule.

Whenever the precondition of an action is satisfied for a particular instantiation of its variables, those instantiations are then available for use in the action’s effect. In the jugs example, all of the precondition variable instantiations for ?jug, $amt, and $cap are automatically passed to the effect, and therefore do not need to appear in the effect parameter list, unless needed to appropriately print out solution steps.

Wouldwork has several available strategies for generating variables, depending on the requirements of the problem. The default strategy, previously summarized in Part 1: *Specifying Possible Actions*, effectively generates a list of all possible instantiations of each variable, but culls the list to include only unique instantiations. That is, no two variables will be instantiated with the same value. This comports with the common intuition that we give different names (in this case variable names) to different objects (as values). For example if the parameter list is (?block block (?block-support ?support) support), there are three generating variables—?block, ?block-support, and ?support—each of which can be instantiated with any of the instances from their respective types—block (A B C), block-support (A B C T), and support (A B C T). Therefore by default, instantiations for the three variables are generated from the full cross-product of (block X block-support X support)minus any duplication of values = ((A B C) (A B T) (A C B) (A C T) (A T B) (A T C) (B A C) (B A T) (B C A) (B C T) (B T A) (B T C) (C A B) (C A T) (C B A) (C B T) (C T A) (C T B)). The action rule or quantified formula is then checked for each such instantiation of the three (?) variables.

For some problems it may be possible to reduce the number of instantiations to be checked by considering only different *combinations* of the variable types. To generate combinations, insert it as a keyword at the front of the parameter list like so: (combinations ?block1 block ?block2 block). Now only different combinations of instances will be generated—namely, ((A B) (A C) (B C), greatly reducing the number of instantiations to be checked in a rule. Specifying *combinations* usually only makes sense if there are at least two variables of the same type.

Alternately, the full cross-product of all variables can always be specified with the keyword *products* at the front of the parameter list like so: (products ?digit1 digit ?digit2 digit). Now, all possible combinations of two digits, including when ?digit1 = ?digit2, will be generated and checked in the rule.

On other occasions, it is useful to simply generate *dot-products* from the variable types, such that one instance is selected progressively from each type. Progressive generation is often useful for associating items with attributes. Use the keyword *dot-products* to specify this generation strategy: (dot-products ?obj object ?pos position). Here, each object will be paired with a corresponding position—eg, ((OBJ1 (3 1)) (OBJ2 (1 1) (OBJ3 (2 3)). Note that to generate dot-products the number of objects must be the same as the number of positions, since they are paired up one-to-one.

Finally, the user can specify that one or more variables are to be generated dynamically—ie, every time an action rule is invoked. For this case, specify a variable type as a query function call that returns the list of values for that variable. For example, instead of specifying a parameter list as (?field field ?word word), specify it as (?field (get-remaining-fields?) ?word (get-remaining-words?)). Then write define-query functions named get-remaining-fields? and get-remaining-words? which return the remaining fields and words for instantiation in the action rule. This may progressively reduce the number of instantiations for multiple invocations of the rule, but is ineffective if the rule is only executed once.

## Goals

A planning goal is a logical statement that evaluates to true or false (ie, T or NIL) when applied to a state. Often it will simply consist of a conjunction of literals, all of which must be true to satisfy the goal. Alternately, it can be a complex logical statement or query function which expresses the conditions for recognizing when a situation is true. Every state explored by the planner is checked against the goal condition to see if it satisfies the goal. If it does, the planner stores that final state along with the path to that state as a solution. Depending on whether the user is looking for the first solution or additional solutions, planning will either exit or continue the search, respectively.

When solving an optimization problem that searches for a *min-value* or *max-value* state, a goal specification may be superfluous, since progressively better solutions are produced whenever a new state’s $objective-value is better than that of any older state. Leave out the goal specification to tell Wouldwork there is no goal in such a case. But if a goal is specified, min or max values will only be stored for goal states. Solutions and best states are recorded separately, and progressively. While solutions are recorded in \*solutions\*, best states are recorded in \*best-states\*.

## Global Constraint

The user may optionally specify a global constraint (or multiple constraints AND-ed or OR-ed together). A global constraint places unconditional restrictions (serving as a kill switch) on planning actions. If a global constraint is ever violated in a state encountered during the planning process, it means that state cannot be on a path to a solution, and the planner must keep looking for some other path to the goal.

A constraint violation occurs when the constraint condition evaluates to NIL (false). In other words, define the constraint to evaluate to T (true), when the constraint is not violated. For example, to have an agent avoid any area of toxic gas, the user could include a constraint like:

(define-constraint

(not (exists (?gas gas ?area area)

(and (loc me ?area)

(atmosphere ?gas ?area)

(toxic ?gas)))))

Constraints thus use the same format for expressions as goals. Since constraints are evaluated independently of context, any variables in the constraint must be bound (ie, no free variables). In general, it is more efficient to place constraints locally in the preconditions of individual action rules, since a global constraint is checked in every trial state generated by the planner. However, global constraints can avoid excessive redundancy, and are usually simpler to specify and debug than action preconditions.

## Query, Update, and Lisp Functions

One very flexible kind of statement that can appear pretty much anywhere is a function call, used to query or update the current planning state. In the simplest cases, arbitrary built-in Common Lisp function calls may appear along with other Wouldwork logical statements. For example, an expression in a precondition like (< $height1 $height2) evaluates to T (true) if the previously bound value of $height1 is less than $height2. User-defined Common Lisp functions are specified with the usual *defun* expression. In standard programming style, function calls pass the current values of their arguments on to built-in Common Lisp or user-defined functions, which perform some computation before passing the result back to the calling statement. This result then is available for subsequent use in the action rule.

A Wouldwork query or update function provides a convenient way to encapsulate and hide the details of a complex analysis, thus making the problem specification more readable. And since functions are called from action rules or other functions at run time, they can incorporate recursive calls. As usual, function calls support an arbitrary number of arguments, the values of which are passed to the function in the same ordered sequence. Functions must be defined before they are used in a problem specification file.

Query function calls can be used to assign computed values to fluent arguments like $height1 and $height2. For example, the following blocks world query function takes a support as an argument, and computes the elevation of that support. Since blocks can be stacked, the elevation of a block is recursively computable from the height of that block plus the elevation of the block beneath it. If the expression (setf $elev (elevation? state $support)) appears in the precondition of an action, where $support is already instantiated, then the resulting value of $elev after evaluation will be the elevation of that support. The *setf* operator simply assigns the fluent variable to the value returned by the function elevation?. This value might then be used subsequently in an expression like (< $elev 10) to check whether the total elevation of that support is less than 10.

(define-query elevation? ($support)

(do (bind (height $support $h))

(bind (on ?support $s))

(if (not (support $s))

$h

(+ $h (elevation? $s)))))

The above function first gets the height ($h) of the support ($support). Next, if there is some other support, $s, which $support is on, then it returns $h plus the elevation of $s as the net elevation of $support. Otherwise, it just returns $h as the elevation of $support. The calculation of elevation thus recurses down a stack of blocks, adding in the height of each, until finally the table’s height is added. The *bind* statement is used to bind $s to the support that $support is on, if it is currently on a support, or to NIL (meaning the statement is false), if it is not on any support. The *do* operator simply collects the statements into a sequence. The *do* operator is required here, because the body of a Wouldwork function must consist of only one statement (in distinction from a Common Lisp function).

The syntax for a function definition must include a name for the function (eg, elevation?), an argument list of $ and ? variables which are passed into the function (eg, $support), and a body consisting of a single logical statement (possibly composed of multiple sub statements) that returns a value when the function is executed.

As alluded to, there are two basic kinds of user function specifications, depending on whether the function call appears in the precondition or the effect part of an action. The *define-query* specification (eg, elevation?) is for use in preconditions and conditional *if* statements, and returns a value that can be assigned to a fluent variable. The *setf* statement above illustrates this kind of use. However, a more common query use is simply for returning a boolean true or false value, which does not get explicitly assigned. A statement like

(if (stable? ?support)

(assert (on ?block ?support)))

uses the query function stable? to check if a ?support is stable before putting a block on it, where stable? is defined by the user with *define-query*.

Alternately, a *define-update* specification is for functions appearing in an effect, and can be used for analysis leading to changes to the current database. For example, an effect statement like

(deactivate-receiver! ?receiver)

might consolidate a number of database conditions and updates associated with deactivation. (While query functions are optionally distinguished by the ? suffix, update functions are optionally distinguished by the ! suffix.) Update functions also return values, but those values are technical updates to the current state (ie, propositions), rather than user specified values. Wouldwork automatically collects the implicit changes, and returns them to the update function’s caller. It is up to the action rule to *assert* all changes. In the following update function, the changes appear in the *then* part of the *if-then* statements:

(define-update deactivate-receiver! ($receiver)

(if (active $receiver)

(do (not (active $receiver)))

(doall (?g gate)

(if (controls $receiver ?g)

(active ?g))))))

The *do* statement simply groups several statements together as the *then* part of the *if-then* statement. The propositions (not (active $receiver)) and (active ?g) are updates to the current state.

## Next & Finally

By default, all statements in the effect part of an action rule are executed in the context of the variable values established during precondition execution. The order of effect statements therefore normally does not matter, since the state changes resulting from those statements are effectively processed as a group. However, some occasions require a strict sequence of effect actions, for which the operators *next* and *finally* may be appropriate. A common use is for when the initial actions of a rule can automatically trigger additional follow-up actions. In the blocks world, an example might be triggering the collapse of a stack of blocks after a block has been placed on a stack exceeding a certain height. In this case, the last effect statement could look like (finally (assess-stack-stability! ?support)), whose execution is delayed until the preceding effect statements are completed.

Any number of follow-up actions are allowed, each of which will be executed in strict sequence. The convention for including multiple follow-up actions is to label the initial statements with *next*, reserving *finally* for the last statement, although *next* and *finally* are internally processed as synonyms. Also, *next* and *finally* can only take one argument, which must be an update function call, not a generic logic statement.

## Assert Statements

Propositions are added to (or retracted from) the current state using the *assert* operator. For example, (assert (on ?block ?support)) will, depending on the current values of ?block and ?support, add a proposition like (on block1 block2). Alternately, a statement like (assert (not (on ?block ?support))) will, depending again on current values, delete a proposition like (on block1 block2) from the current state.

An assert statement establishes a *scope* for other statements that update the current state. And often there are a number of statements that get asserted by an assert statement in the order specified by the user. Each assert statement generates its own update to the current state, which is then stored by Wouldwork for future follow-on processing. This means that the effect of an action rule can contain several assert statements, each with its own scope, and each of which will generate a follow-on state. Thus multiple follow-on states can be conveniently generated by different effects as well as different preconditions in action rules. See problem-triangle-xyz-one.lisp for an example of multiple effects all condensed into one large action rule (as opposed to many smaller rules). If the problem is one of optimization using either *min-value* or *max-value*, make sure the variable $objective-value is calculated in each assert statement.

## Exogenous Events

Exogenous events are events that happen in the planning environment independent of the planning agent’s actions. Typically, the agent must react to or otherwise take into account such happenings along the way to achieving the goal. The user specifies exogenous events before planning begins in a program schedule, which becomes part of the problem specification. As these events are prespecified by the user, they are technically known as *timed initial literals*. The planner uses the schedule to automatically update the state of the environment at the appropriate time. For example, below is a schedule for an automated sentry, named sentry1, which is continuously patrolling three adjacent areas in sequence.

(define-happening sentry1

:events

((1 (not (loc sentry1 area6))

(loc sentry1 area7))

(2 (not (loc sentry1 area7))

(loc sentry1 area6))

(3 (not (loc sentry1 area6))

(loc sentry1 area5))

(4 (not (loc sentry1 area5))

(loc sentry1 area6)))

:repeat t)

Starting in area6 at time = 0 (which is specified separately in the initial state), the planner updates the sentry’s location to area7 at time 1. Subsequently, the sentry’s location is updated at each time index, to area6 (at time = 2), area5 (at time = 3), back to area6 (at time = 4), area7 (at time = 5), area6 (at time = 6), etc. The keyword :repeat (where t means true) indicates that the sequence is repeated indefinitely. If the keyword :repeat is not included (or is NIL), the exogenous events end with the last event listed. The happenings at each indicated time are simply a list of all state changes occurring at that time.

In this automated sentry problem example (presented fully in the Appendix as the Sentry Problem) the agent must avoid contact with the sentry, but can pass through a patrolled area as long as the sentry is in a different area at the time. Exogenous events often place global constraints on the planning agent, which can be added to the problem specification:

(define-constraint ;avoid kill situation

(not (exists (?s sentry ?a area)

(and (loc me ?a)

(loc ?s ?a)

(not (disabled? ?s)))))

This constraint determines whether there is a sentry and an area, such that the agent ( labeled *me*) and the sentry are both located in that area, and the sentry is not disabled (a kill situation). If the constraint is ever not satisfied during planning (ie, evaluates to NIL in any state), then the constraint is violated, and the planner must backtrack and explore a different path.

There is also a means to temporarily interrupt scheduled happenings, and to dynamically change the sequence of happening events based on certain conditions. The previous constraint shows that whenever a sentry is disabled (eg, by jamming, destruction, or other deactivation), then the constraint is satisfied, and it will be safe to enter the sentry’s current area. But becoming disabled means the sentry’s program schedule is temporarily or permanently suspended during planning. The user can optionally indicate when such an interruption occurs by specifying interrupt conditions, signaled by the keyword :interrupt. Adding this specification to the happenings then yields the full definition:

(define-happening sentry1

:events ((1 (not (loc sentry1 area6))

(loc sentry1 area7))

(2 (not (loc sentry1 area7))

(loc sentry1 area6))

(3 (not (loc sentry1 area6))

(loc sentry1 area5))

(4 (not (loc sentry1 area5))

(loc sentry1 area6)))

:repeat t

:interrupt (exists (?j jammer)

(jamming ?j sentry1)))

Note that if exogenous events are included in a problem specification, then a graph search strategy cannot be used. This is because states cannot be permanently closed. Entering a previously dead state, may no longer be dead, if it is reached at a different time. Use tree search instead.

## Waiting

When there are exogenous events happening in the planning environment, it may sometimes become expedient for an agent to simply wait for the situation to change. For example, in the patrolling sentry problem, the planning agent needs to wait for a time interval before moving to a patrolled area, to allow the automated sentry to move away from the area. In Wouldwork, waiting is implemented as an action rule, which can be added to the other potential actions included in the problem specification.

(define-action wait

0

()

(always-true)

()

(assert (waiting)))

The wait duration is always specified as 0 time units, but will vary during planning analysis, depending on how long the agent must wait in the current situation for the next exogenous event to occur. There are no precondition parameters, since waiting is always a possibility in any situation. Accordingly, the precondition (always-true) will always be satisfied, since that proposition is true in every state. (It is automatically included in the initial conditions for the starting state, and is never subsequently removed.) Likewise in the effect, there is only one update to the current state as a result of executing the wait action, namely (waiting). This proposition will be true during a wait action, but is removed before the next non-wait action is executed.

Since the planner considers action rules in the order presented, the wait action, if it occurs at all, will typically appear as the last action in the problem specification, where it will be given the lowest priority. Although all possible actions are considered on each planning cycle, waiting should probably be considered last to minimize the number of plans containing many waits, all of which are technically acceptable, but possibly inefficient. However, any action can be given priority over the others by moving it up in the list of actions.

## Initialization Actions

As already discussed in Part 1, the database for the starting state is initialized via a straightforward listing of true propositions appearing in a *define-init* specification. Similarly, an initialization action, as defined in a *define-init-action* specification, is an action which is taken only once, also at initialization. An initialization action is useful for adding numerous default propositions to the starting state, in lieu of listing each one individually in a *define-init* specification. For example, the following rule specifies that all sentries are active at initialization:

(define-init-action activate-sentries

0

(?sentry sentry)

(always-true)

()

(assert (active ?sentry)))

The duration in an initialization action is always set to 0 (actually, any other value is ignored), but otherwise it looks and functions like a normal action. Also, the effect parameter list in an initialization action is usually set to (), since Wouldwork does not printout initialization actions as steps in the planning process.

On rare occasions it also useful to execute a normal action rule one or more times, and then delete it. The action then will no longer take part in generating new states. This allows a form of conditional pre-processing—eg, to generate several possible initial states from the \*start-state\*—which the other actions can subsequently process. For example, assume there is such an action rule, named add-first-peg, that places a peg on a peg board at each possible initial position. (See problem-triangle-backwards.lisp, which solves a triangle peg puzzle backwards.) But after this initial move, the rule is superfluous, since another action takes over placing pegs adjacent to those already on the board. Adding an action rule to delete the now superfluous action will speed up the search:

(define-action delete-add-first-peg

0

()

(always-true)

()

(delete-actions 'add-first-peg 'delete-add-first-peg))

This rule will only run once, since it deletes itself as well as the target add-first-peg action. The function named *delete-actions* is reserved and pre-defined in Wouldwork to be available for this purpose. Its arguments are the names of action rules to be deleted.

## Multiple Action Effects

A typical action rule has one precondition and one effect. That is, if the precondition is satisfied for some instantiation of its variables, the effect assertions are executed with that instantiation, giving rise to the next state. But it may be convenient, and more efficient, on some occasions to specify several possible effects for each instantiation in one action rule. Then if a precondition is satisfied, all of the intended effects will be independently executed with the precondition instantiation. Each of the multiple effects will thus produce a follow-on state.

Multiple effects are useful for consolidating several action rules into one action, when those several actions have the same precondition. The consolidated action specification is more complex, since it now specifies the previous effects as alternates in the consolidated action. But then the separate actions are redundant, and can be removed. Processing efficiency is also enhanced, since the precondition only needs to be checked once to allow all possible alternate effects.

The simplest way to specify the alternates is to list them with a *do* statement in the consolidated effect like so:

(do (if …

(assert …))

(if …

(assert …))

…)

where each set of assertions specifies a state update (if the condition is satisfied). In other words, all update statements within the scope of an *assert* are processed together, separately from other sets of assertions. But only use *assert* in action rules, not in update functions called from action rules. An example of a multi-effect action rule is provided in the problem specification file named problem-triangle-heuristic.lisp.

## The Variety of Logical Statements

This section outlines the kinds of logical statement that may appear in actions, goals, initialization actions, functions, exogenous interrupt conditions, and constraints. All planning analysis is done in terms of logic statements, each of which is ultimately translated into the implementation language Common Lisp. Logic statements typically can be nested within other logic statements to an arbitrary extent, although there are some limitations.

(loc ?sentry ?area)

This is probably the most common form of statement, containing locally generated (?) variables. It deals with the location of a sentry. This basic statement will become instantiated with particular values for ?sentry and ?area during execution (eg, sentry3 and area2) forming a proposition. In a precondition the statement tests whether or not a proposition is present in a state database (returning T or NIL). If true, processing of subsequent precondition statements continues (typically because all the precondition statements are AND-ed together into a conjunction), but if false, the entire conjunction fails. In an effect, such an instantiated statement is instead interpreted as a proposition in the current state database.

(assert (loc ?sentry ?area)), or

(assert (not (loc ?sentry ?area))

(loc me ?area))

Assertions are used in action effects to add or retract propositions from the current database. If ?sentry and ?area have been previously instantiated with sentry3 and area2, respectively, then the proposition (loc sentry2 area2) will be either added to or removed from the database. All unconditional statements within the scope of an *assert* will be asserted.

(loc sentry1 ?area)

A partially instantiated statement. The operation of partially instantiated statements is as described above. If a statement is fully instantiated, as in (loc sentry1 area3), it is already a proposition, and can be checked in the database directly.

(not (loc ?sentry ?area))

The negation of a statement in a precondition tests whether an instantiation is explicitly not in the database. In an action effect it means delete the proposition, if present. In the latter case there is no change if the proposition is not present.

(loc ?sentry $area)

A statement containing fluents (eg, $area), which can be matched with the current variable bindings is in the database. If not found in the database, the statement is false, otherwise true. Note that fluents should only appear in *functional* relations (ie, relations exhibiting only one instantiation in a database at a time). Location is one such relation, since an object normally cannot be located in more than one place at a time.

(bind (loc ?sentry $area1))

(not (bind (loc ?sentry $area1)))

The bind operator on a fluent statement binds its fluent variables by looking up their values in the current database. The bindings are then available for subsequent use. If a corresponding proposition is not found in the database, the proposition returns false, otherwise true. It is normally used in a precondition or effect *if* statement.

(assert (if (active ?sentry)

(dangerous ?sentry)

(benign ?sentry)))

A conditional *if* statement performs a test and depending on the true/false result selects one or more statements to assert. Its full format consists of three clauses (if <test> <then> <else>), although the <else> clause is optional. In an effect the test is performed on the current successor state, which is being updated. The judicious use of *if* statements in effects can substantially reduce the total number of action rules required to cover a problem domain.

(cleartop? ?block)

A statement that calls a query function is indicated by an optional postfix question mark (?) on a predicate or other computation. The sequence of argument variables must correspond to the order of those in the query function’s definition. The statement’s value is the value returned by the function.

(ww-loop for ($x $y) in $positions do …)

An iterative statement like *loop* in Common Lisp. Allows binding of local variables and respects all the normal loop keywords and constructs like *do*, *collect*, *sum*, etc. Using *ww-loop* as opposed to *loop* allows Wouldwork logical statements to be embedded within the *ww-loop* statement. Note that, in general, Wouldwork logical statements cannot be embedded in Common Lisp statements.

(setf $elevation (elevation? ?support))

In this case the query function elevation? takes one argument, ?support, computes the elevation of the support, and returns a value which is stored in the variable $elevation. The *setf* operator performs fluent variable assignment. Subsequent uses of the variable $elevation will refer to this value.

(count #.(1+ \*n\*))

This is an example of a statement with a reader macro, indicated by #. followed by an expression to evaluate. It offers a flexible way to evaluate any Lisp expression immediately upon loading, the results of which are inserted directly into the statement. For example, if the value of \*n\* has previously been set to 100, then the above statement translates to (count 101). See the define-init section of the problem-knap19.lisp file for an example that initializes the capacity of a knapsack. Note that the variable \*n\* has to be evaluated earlier with a statement like #.(defparameter \*n\* 100), so that the value of \*n\* is available.

(climbable> ?ladder ?area1 ?area2)

When a statement contains two or more generated variables of the same type (viz, ?area1 and ?area2 are both types of area), the planner assumes by default that the predicate and its arguments express a symmetric relation. A symmetric interpretation of this statement means that you can climb from ?area1 to ?area2 using the ?ladder, and from ?area2 to ?area1 using the same ?ladder. (Here, the ladder goes over a wall separating the two areas.) But this default interpretation is probably incorrect in this case. To specify that climbable is not symmetric, attach the direction marker (>) to the predicate, climbable>. Now the agent can use the ladder to go only from ?area1 to ?area2.

(exists (?sentry sentry)

(and (bind (loc ?sentry $area))

(active ?sentry)))

An existential statement operates much like a scaled down action rule, but stops executing after it finds the first instantiation satisfying its conditional part (ie, the *and* statement above). The parameter list can have one or more generator variables, and the condition is tested for each instantiation set. If any instantiation of the condition is true, the entire existential statement is true, otherwise it is false.

(forall ((?sentry1 ?sentry2))

(if (and (bind (loc ?sentry1 $area1))

(bind (loc ?sentry2 $area2))

(eql $area1 $area2))

(assert (conflict ?sentry1 ?sentry2))))

A universal statement is the quantified counterpart to an existential statement, and stops executing as soon as any instantiation does *not* satisfy the conditional part. It returns true only if all instantiations of its conditional part are true.

(doall (?g gate ?s switch)

(if (and (controls ?s ?g)

(off ?s))

(assert (inactive ?g))

(assert (active ?g))))

A *doall* statement executes its body for all instantiations of its parameter list. It simply returns true when finished. Note that it is unusual to use *forall* in the effect of an action rule to make assertions, because the assertions will only be made if the *forall* returns true. Use *doall* instead.

(do (activate-transmitter! ?transmitter)

(activate-receiver! ?receiver))

The *do* operator simply combines two or more statements into a single statement. This statement is common in functions, where the body must be expressed as a single statement.

(different ?block ?support)

The keyword *different* is a built-in predicate for testing whether two variable instantiations are distinct. Since blocks are also supports, the instantiations for each could be the same—eg, ?block = block1, ?support = block1. In cases like this, it may be useful to test for distinct instantiations using *different*. Here, *different* is synonymous with (not (eql ?block ?support)).

(setq $objective-value (+ $current-value $additional-value))

A statement like this informs the planner what the net value of a state is when the *solution-type* is either *min-value* or *max-value*. Wouldwork will then search for a state minimizing or maximizing that value. Put this statement inside an assert statement, so it becomes part of the next updated state.

(delete-actions 'add-first-peg 'delete-add-first-peg))

This statement will delete the specified action rules from further consideration, once the statement is executed. The search then continues without those rules.

(always-true)

This statement, as it indicates, is always true. It can be used to satisfy a precondition for any and all action rule parameters, which are then passed to the effect for producing assertions.

(print ?area), (< $height1 $height2), etc.

Any valid Common Lisp function or special form can also appear as the relation in a statement. However, the operator’s arguments are limited to other Common Lisp expressions, or previously defined planning parameters.

## Plan Monitoring & General Debugging

Even the best laid plans can go awry for unexpected reasons. And it can be difficult to write a logically valid problem specification free from error. Accordingly, Wouldwork offers several options for tracking down mistakes in logic or programming, or just monitoring the planning process.

The global variable named \*debug\* (in the :ww package) controls the level of information output to the terminal during planning, and for nonparallel search can take a value of 0, 1, 2, 3, 4, or 5 (initially 0 for no debugging output). Level 1 simply outputs the complete search tree of actions attempted, which may be useful for determining where a plan goes wrong. Level 2 outputs level 1 plus the state after each planning step is taken, which may help determine why a particular action failed. Level 3 outputs information about the sequence of steps. Level 4 outputs detailed information about each step. Level 5 outputs the same as Level 4, but temporarily halts program execution after each step, allowing the user to carefully examine each possible action before continuing to the next step. For parallel search there are only two valid values of \*debug\*, namely 0 (no output) and 1 (basic thread output). Debugging, naturally, slows down the search process as it gathers information about the individual planning states.

Debugging output is displayed in the SBCL REPL window, along with normal output. Since the output can be lengthy, you can capture it to a file for subsequent analysis in a text editor by executing

(dribble <filename>)—eg, (dribble "D:/temp.txt")—before executing (run problem-name). After the program completes, execute (dribble) to close the file.

To assist with debugging individual actions, constraints, goals, functions, etc, you can also insert arbitrary Common Lisp code among logic expressions—for example to print variable bindings as they are assigned during execution. The following action from the blocks world problem will print the bindings for two variables of interest using the utility (ut::prt <variable names>) during rule execution:

(define-action put

1

(?block block ?support support)

(and (cleartop? ?block)

(cleartop? ?support)

(ut::prt ?block ?support))

(?block block ?support support)

(assert (on ?block ?support)

(if (bind (on ?block $s))

(not (on ?block $s)))))

Note that a ut::prt statement always returns the value of its last argument, just like *print* in Common Lisp.

Here is a list of some other potentially useful SBCL commands to inspect the Wouldwork data structures:

(ut::show (first \*actions\*)) ;show first rule code

(ut::show \*types\*)

(ut::show \*relations\*)

(ut::show \*db\*) ;the initial dynamic database

As a final resort, there is also a facility for interrupting the search at a particular step (ie, action) in the program. This allows checking whether that step is being performed correctly. For example, specifying (ww-set \*probe\* (move (area4 area5) 12)), will interrupt the search just after the action of moving from area4 to area5, where the current depth is 12. This step (ie, state) can then be analyzed for errors. To tell Wouldwork to interrupt after the third such move action encountered, specify (ww-set \*probe\* (move (area4 area5) 12 3).

## Debugging with Runtime Invariants

An invariant in programming is a statement that, when executed, will check that some condition is true, and signal an error if it is not. Including invariants in a program can often detect subtle mistakes in programming that logical or otherwise careful analysis would overlook. For example, if the program involves initializing a lot of data, a typo that inputs 7 instead of 6 may allow the program to run fine to completion, but perform a faulty analysis.

In Wouldwork, there are two ways to use invariants. In the first (action invariants), an invariant can check for its condition in every state generated by a particular action rule during planning. An action invariant is expressed in Wouldwork as an update function (included as a *define-update* specification in the problem-\*.lisp file), and called in a *next* or *finally* clause in an action rule. As an example, consider the *check-emptys* invariant function in the problem-tiles7a-heuristic.lisp file:

(define-update check-emptys ()

(do (bind (emptys $emptys)) ;get the value of $emptys

(unless (alexandria:setp $emptys :test #'equal)

(troubleshoot "$emptys is not setp: ~A" $emptys))

(unless (alexandria:sequence-of-length-p $emptys 9)

(troubleshoot "$emptys length is not 9: ~A"

(length $emptys)))))

Here, the variable $emptys is always expected to be a list with no duplicates (checked with alexandria:setp) and to have a length of 9 (checked with alexandria:sequence-of-length-p). If either invariant is ever violated, a troubleshooting environment is entered, to help the user determine what led to the error in that action rule. Note that the arguments to troubleshoot will be displayed to explain which error was encountered.

Subsequent to entering the troubleshooting environment, if the user selects option 0, Wouldwork displays the state information for the problematic action, along with the followon states. Seeing the exact error should provide a clue to what led to the specific error. Once all such errors have been eliminated, the *next* or *finally* clauses in the action can be removed to allow more efficient processing.

The second use of invariants (global invariants) is for checking an invariant against every stage generated by Wouldwork. The purpose of including a global invariant is to make sure no inconsistent states are ever generated. If Wouldwork ever detects a global invariant violation, the troubleshooting environment is entered, providing information about where the inconsistency was detected. A global invariant is expressed in Wouldwork with a *define-invariant* specification in the problem-\*.lisp file. For example,

(define-invariant holds-cargo-location ()

;Cargo cannot be both held and have a location simultaneously

(not (and (bind (holds me1 $cargo))

(bind (loc $cargo $area)))))

In this invariant Wouldwork looks up what the agent is currently holding, if any, and checks to see if it is also located in some area. If both are true, it is a domain inconsistency indicating the invariant does not hold for the current state. A troubleshooting option is then invoked on that state. Again, once all such errors have been eliminated, the invariant can be removed or commented out to allow more efficient processing.

## Some Potentially Useful User Commands

sbcl --dynamic-space-size 24000

Opens SBCL with more than the default 1K of memory.

(run-test-problems) or (test)

Runs through a varied collection of problems and their solutions, useful for debugging any changes to Wouldwork itself.

(list-all-problems)

Displays the names of all problem specifications in the src directory.

(ut::show (first \*actions\*))

Prints the lisp code for one of the Wouldwork action rules (for debugging).

(pprint (get '\*goal\* 'fn))

Prints the lisp code for a Wouldwork function (for debugging).

(ut::show \*types\*)

Prints all current type structures as defined in problem.lisp.

(ut::show \*relations\*)

Prints all current dynamic relation structures as defined in problem.lisp

(ut::show \*static-relations\*)

Prints all current static relations.

(ut::show \*db\*)

Prints the initial dynamic propositional database before solving begins.

(ut::show \*static-db\*)

Prints the initial static propositional database.

(ut::prt s-expr s-expr …)

Prints the values of any lisp variables or s-expressions.

(profile)

Profiles the solution of a problem, to determine which functions are taking the most time. If the search is interrupted midway (eg, by entering CTRL-C) it will be necessary to execute (sb-profile::report) to retrieve the results.

(reset)

Removes all previous problem solving history. Potentially useful if Wouldwork should enter an inconsistent state that keeps generating errors.

## Some Useful User Functions to Use in Rules

There are also a few pre-defined Common Lisp functions that the user can include in rules and functions. These functions are simply provided as a convenience so the user doesn’t have to write them, if needed. For example, if you want to use a hash table as a representation for a set of elements, there are functional set operations provided such as union, difference, copy, etc. Others may be added later.

(different sym1 sym2)

"Determines whether two symbols represent different objects

rather than the same object."

(delete-actions &rest names)

"Deletes named actions from \*actions\* at run-time."

(get-state-codes)

"User calls this after finding backwards \*solutions\* to a

Problem in order to generate forward paths to those

solutions."

(backward-path-exists state)

"Use in a forward search goal to check for the existence of a

pre-computed backward path."

(vectorize lists)

"Turns a list of lists into vector of vectors."

(make-ht-set &rest args

&key (initial-contents nil initial-contents-p)

&allow-other-keys)

"Makes a wouldwork hash-table that works as a set container

for the user."

(copy-ht-set set-ht)

"Copy a set hash table (with t values)."

(union-ht-set &rest set-hts)

"Unions hash tables keys. Assumes values are all t and have

the same :test function."

(set-difference-ht-set ht1 ht2)

"Returns a new hash table that represents the set difference

of ht1 and ht2."

# PART 3: PROBLEM SOLVING STRATEGIES

Solving difficult problems typically involves experimenting with different problem solving strategies. What works for one problem may not work for another. Accordingly, Wouldwork supports a number of strategies that can be tried, ranging from the relatively simple to the relatively complex. These strategies can be used individually, or often in combination, to facilitate the search for one or more solutions.

The fastest way to find a solution, called “iterative deepening” is often to set \*solution-type\* to *first*, and set \*depth-cutoff\* to a modest depth. If no solution is found at the initial setting, then increase \*depth-cutoff\* between searches until a solution is found. When a solution is found, you can then decrease \*depth-cutoff\* until the shortest solution is found.

## Brute-Force Search

Implementing a brute-force search is the simplest and easiest problem specification to write. In fact, all problem solving strategies depend on an underlying depth-first brute-force search, so this should always be the first problem specification to develop and validate on a simple version of the main problem.

The principle drawback is that the time required to find a solution is generally exponential in the depth of a solution. Exploring to greater depths, therefore, may be infeasible. A rough estimate of the total size of the search space is available by running a brute-force search on the main problem, and noting the branching factor, b. Combining b with an estimate of the number of steps or depth, d, required to find a solution gives an estimate of the total search space size: bd. If the size is greater than, say 1 billion, and the number of possible paths to solutions are relatively sparse, then brute-force will likely take too long to be of use.

## Parallel Search

Probably the simplest improvement to implement is to use some of the available core processors in your CPU. The search uses only one core by default, but this can be increased as discussed below. Parallel processing probably works best when using a tree (as opposed to a graph) search, because many problem states may be redundantly processed in different threads, thereby reducing the effectiveness of graph search. Also, parallel search will be less efficient than serial search for shallow search trees, because of the constant thread switching overhead. But actual performance tradeoffs will depend on the problem. Parallel search can be combined with any of the other strategies.

During the initial phase of problem development, testing, and debugging, it is prudent to validate simple solutions with serial processing. But for problems with a large search space, parallel processing may be the only way to find any solution. The global variable \*threads\*, located at the beginning of the file ww-preliminaries.lisp, controls how many threads will be allocated to the search. (See Part 1: Program Control Settings for details.)

Wouldwork uses a pool of \*threads\* to manage parallelism, where each thread in the pool can perform a depth-first search over a subproblem of the originally specified problem. Initially, the main problem is given to the first thread. Then, if there are any idle threads, a subproblem is split off from the current problem, to be picked up by any idle thread. Processing continues on the current problem, with periodic checks for any more idle threads and subsequent splits, until no threads are idle. Each thread may split off a subproblem whenever an idle thread is detected. A thread becomes idle when its search tree is exhausted. Solutions are recorded globally when a thread detects a goal state.

There are a number of different techniques (discussed in the literature on parallel depth-first search) for deciding how to split off a subproblem. Wouldwork always splits off (copies into a subproblem) the top-most state in a search tree. This top state constitutes the shortest unexplored linear path back to the start state. Subsequent state expansions in the subproblem will continue from the last state in this path. This strategy (ie, top linear split) seems to work well for most problems, although massively parallel simulations have shown that a more complex multi-level strategy (ie, stack split) is generally more efficient overall. In Wouldwork the best parallel speedups seem to correlate with tree (as opposed to graph) search. But note that too many threads, or even *any* multiple threads, can slow down the search for some problems, since there is an overhead for managing parallelism. Experiment on a small version of a problem to determine the optimal number of threads. The following diagram illustrates the parallel speedup for the 8-Queens problem, which maxes out at 4 threads.

## Subgoal Search

Oftentimes a problem can be broken down into two (or more) subproblems, such that a solution to the first is a good starting point for solving the second. The goal of the first problem thus becomes the starting state of the second problem. The total solution then is each partial solution in sequence, although the total solution may not be optimal. The objective is to substantially reduce the total depth of the search for each subproblem. See the files problem-socrates1.lisp and problem-socrates2.lisp for an example of dividing a problem into two parts, whose individual solutions each require 14 steps, for a total of 28 steps.

## Heuristic Search

A heuristic function is a user-defined function that can focus the search for a solution. Adding a heuristic function to Wouldwork may be useful, if the baseline unfocused depth-first search fails to find a solution within a reasonable amount of time. The heuristic function essentially tells Wouldwork to explore the next possible problem states in a best-first, rather than arbitrary, order. Given a current state and the set of all possible states reachable from the current state, the lower-valued next-states will be explored before the higher-valued ones. An effective heuristic function may lead the search to the first solution quickly, although it may not be an optimal solution. But sometimes even a relatively poor heuristic may be enough to make an intractable problem solvable. Note that Wouldwork’s heuristic strategy results in a so-called “beam” search, and not an optimal A\* search.

The heuristic function analyses a state, and returns a real number indicating how promising that state is for leading to a solution. A lower value indicates a more promising state than a higher value. In general, a lower value may correspond to a state which is closer to a goal. But not always. It is probably better to think of the heuristic value as an indicator of how likely a state is to eventually lead to a solution—ie, its promise.

A heuristic is specified in Wouldwork as a normal *query function* with no arguments, but with the reserved name “heuristic?”. (The current state is automatically filled in by Wouldwork.) The typical heuristic query function then looks like the following:

(define-query heuristic? ()

. . . ;compute heuristic $value

(return-from heuristic? $value))

See the file problem-triangle-heuristic.lisp for an example of a heuristic function.

Note that a heuristic function currently only works with serial, as opposed to parallel, processing.

## Optimization Problems

Many problems can be solved using straightforward search techniques, namely, look for the first solution satisfying a goal, or look for every possible solution. However, an optimization problem requires finding a "best" solution; for example, a solution minimizing the number of steps or time taken to achieve a goal, or maximizing or minimizing some user-defined value (eg, net worth or net cost).

To optimize on the number of steps, set solution-type to *min-length* by including (ww-set \*solution-type\* min-length) in the problem specification file. To optimize on time, set solution-type *to min-time*, and specify for each action rule the time taken to complete that action.

To optimize on some other user-defined value (either minimizing or maximizing the value), set solution-type to either *min-value* or *max-value*, calculate the current value in the relevant action rule, and assign it to the special fluent variable named $objective-value in each assert statement. Once the current value (any real number value) is assigned to $objective-value, the planner will automatically optimize over all planning states. See the knapsack problem in the Appendix for an example of value optimization.

If the search space for a value optimization problem (ie, one involving a solution-type of *min-value* or *max-value*) turns out to be very large, it may become necessary to write a special user-defined "bounding" function to effectively prune suboptimal states. The function is optional, but may considerably shorten the time required for the planner to find the best solution. It should be specified in the problem.lisp file as a *define-query*, and given the name *get-best-relaxed-value?* like so:

(define-query get-best-relaxed-value? ()

;calculate the best relaxed value here

;eg, (setq $relaxed-value (+ $current-value $added-value))

;and return the new value

The current state is implicitly passed to this function, and the $relaxed-value will be associated with this state. As the name suggests, the function body should efficiently compute a so-called "relaxed" best estimated value for the state, for example using a greedy algorithm. To gain any advantage from using a relaxed value estimate, the function's computational complexity should be less than exponential (preferably linear), since the normal unrelaxed search is typically exponential.

## Constraint Satisfaction Problems

A constraint satisfaction problem (CSP) concerns finding a value for each of a number of variables that together satisfy a number of constraints. One popular type of CSP are logic problems, as illustrated in the file problem-captjohn.lisp, where there are multiple constraints on the relative positions of objects. The n-queens problem (eg, problem-8-queens.lisp) is also a CSP, although it is readily formulated here as a simple planning problem with only one constraint.

Wouldwork was originally designed to solve planning problems, in which an agent typically can perform any number of actions in the current situation. The various actions available in various situations are encoded in the action rules, all of which are analyzed by Wouldwork in the current situation. However in a constraint satisfaction problem, it is usually possible to select the next best constraint (ie, action) to consider next, without considering all other constraints, thereby simplifying the search for a solution. CSP problems are thus distinguished from pure planning problems in Wouldwork according to how the constraints are analyzed. But all the constraints are still specified in individual action rules. Setting *problem-type* to csp—ie, (ww-set \*problem-type\* csp) — tells Wouldwork to apply this simpler stragegy, as opposed to the default (ww-set \*problem-type\* planning). Also (ww-set \*tree-or-graph\* tree) since states are not repeated in constraint satisfaction problems; and leave \*depth-cutoff\* at 0, since search to a depth equal to the number of rules is required.

## Searching with Macro Operators

A macro operator is an action rule that combines two (or more) individual rules into one rule. For example, instead of taking two separate steps in two separate actions, take one big step to end up at the same place. The objective is to reduce the depth and time of the search, since a macro action essentially compresses multiple actions into one.

Macro actions should be added to the individual actions, not replace them. Place all macro actions before any of the baseline individual actions, so they will be considered first during the planning process. Macro actions should be added judiciously, however, since each new action rule adds to the processing overhead for each state. It is something of an art to select useful macros that will quickly lead to a solution, from the myriad potentially useful macros for a problem. (After all, it is even possible to envision a direct solution from the start state to the goal in one step, given prescient knowledge of the search space.)

Examples are provided in the files labeled problem-triangle-macros.lisp and problem-triangle-macros-one.lisp. The six macros included in these files were added to the baseline triangle peg problems labeled problem-triangle-xyz.lisp and problem-triangle-xyz-one.lisp, respectively. Each macro jumps two pegs, rather than one at a time. The time savings is achieved by interspersing double jumps among the usual single jumps whenever possible.

A utility program, named *freq*, is provided for analyzing the possible macros associated with a problem. If the problem specification file is set up to find *every* solution to a simple version of the (difficult) target problem, then the utility program can extract all possible macros that lead to those solutions. The arguments to freq are the macros of the desired length. For example, (freq 2 3) will return all macros of length 2 and length 3, ordered by frequency. The most frequently found macro actions are the ones most likely to be of use in the final problem specification. But intuitions can be deceptive.

## Bi-Directional Search

The size of (and time to search) a problem’s search space is typically an exponential function of the depth-cutoff (d) and the problem’s average branching factor (b): O(bd). Reducing either b or d can significantly decrease the search space. One way to reduce d is to perform two searches, one forward from a starting state, and one backward from a goal state. If the searches meet in the middle, each search will have searched to a depth of d/2. This is a significant savings, since 2bd/2 <<bd.

But performing a bi-directional search involves extra programming effort. In addition to developing a specification file for the normal forward search, a second specification is required for performing a backward search. Much of the two specifications will be the same, but the action rules will be different, since each of the possible forward actions are now reversed. (However, note that for some problems it may be impossible to reverse the actions.) The depth-cutoff for each direction may also be different. That is, the forward and backward searches will each examine a different portion of the total search space, say to depths d1 (forward from a starting state) and d2 (backward from a goal state), but they must meet in the middle somewhere, so dtotal = d1 + d2.

In Wouldwork the two problem specifications are run independently, but are coordinated via a user-defined function for efficiently encoding problem states. The general procedure involves 1) running a backward search to some depth d2 to collect all possible states at that depth reachable from a goal state, 2) running a user-defined function to efficiently encode all of those states, and 3) running a forward search to a depth d1 = dtotal – d2 that hopefully matches one (or more) of the encoded backward states. Wouldwork then joins together the solutions from the forward and backward directions to derive the net solutions.

The following outlines in more detail the procedure for setting up and running a bi-directional search:

* First, see if the main (difficult) problem is amenable to solving with a simpler strategy than bi-directional search. Some of the simpler methods Wouldwork supports include one or more combinations of: brute-force search, sub-goaling, bounded search, macro operators, heuristic search, parallel search, and backwards search.
* The bi-directional approach in Wouldwork begins by developing a basic specification file for the usual forward search. Validate the program on one or more *simple* (ie, reduced) versions of the main problem to make sure the forward search is working correctly and finding all solutions to a specified goal state. (See problem-triangle-forward6.lisp for an example.)
* Next, develop the basic specification file for a backward search, where the action rules reverse the actions in the forward action rules. Again, test the backward search from a goal state to a start state on the simple versions of the main problem. The solutions should correspond (in reverse order) to those found in the forward search. (See problem-triangle-backward6.lisp for an example.)
* Setup the backwards search specification for the main problem, setting the *solution-type* to *every*. But set the \*depth-cutoff\*to a small value, and perform a backwards search only to that depth. Modify the goal to detect a solution whenever that depth is reached. Then steadily increase the depth-cutoff until all available memory is used up with every solution recorded at the depth-cutoff. You want to set the final depth-cutoff at the maximum value, d2, before running out of memory. Run the backward search with this maximum depth-cutoff to collect all states at that depth (recorded in *\*solutions\**).
* Add a standard Lisp function called *encode-state* to the backward search specification—ie, (defun encode-state (propositions) …), which takes a list of propositions and returns a coded representation of those propositions. The propositions are the list of current (dynamic) propositions defining any state. The encode-state function must return a *unique* code for each state. The most efficient code will be an integer representing the state that distinguishes it from any other state. (See problem-triangle-backward6.lisp for an example.)
* Run the built-in function called *get-state-codes*—ie, execute (get-state-codes). This function will use your encode-state function to generate a code for every state recorded as a solution during the previous backward search at the maximum depth-cutoff. The code and the path to that state are stored in a hash table. (The subsequent forward search will consult the hash table to determine if a forward state matches a backward state leading directly to a goal.)
* Setup the forward search specification for the main problem. Set the \*depth-cutoff\*, d1, so that the forward search will meet any states recorded in the hash table. Given the total depth to achieve a solution is dtotal, then set d1 = dtotal – d2. Also set the goal to record a solution when the forward search reaches d2 and a backward path exists in the hash table. For the latter test, use the function call (backward-state-exists state), which will return T (ie, true) when there is such a backward state. (Whether or not the forward search matches a backward search state, the forward search will not go deeper than d1.) Wouldwork will check the current state at depth d1 to see if it is in the hash table, and paste together the forward path with the backward path as a solution if it is.
* The forward search may benefit from a heuristic or other optimizing strategy to better guide the search toward a solution--but not in the backward search, since every state at the given depth must be visited.

## The Wouldwork Depth-first Search Algorithm

This final section provides a description of the particular algorithm that Wouldwork uses to perform a depth-first state-space search. It is a variation on the “ordered-search algorithm” developed by Nills Nilsson in “Problem Solving Methods in Artificial Intelligence” (1971), p.55. It offers more options for variations than some of the more modern algorithms:

1. Put the start node s on a list called OPEN and compute f(s) [the value of a node].
2. If  OPEN is empty, exit with failure, otherwise continue.
3. Remove from OPEN that node whose f value is smallest and put it on a list called CLOSED. Call this node n. Resolve ties for minimal f values arbitrarily, but always in favor of any goal node.
4. If n is a goal node, exit with the solution path obtained by tracing back through the pointers, otherwise continue.
5. Expand node n, generating all of its successors. If there are no successors, go immediately to (2). For each successor ni, compute f(ni).
6. Associate with the successors not already on either OPEN or CLOSED, the f values just computed. Put these nodes on OPEN and direct pointers from them back to n.
7. Associate with those successors that were already on OPEN or CLOSED, the smaller of the f values just computed and their previous f values. Put on OPEN those successors on CLOSED whose f values were thus lowered and redirect to n, the pointers from all nodes whose f values were lowered.
8. Go to (2).

Note that Wouldwork can perform either a depth-first or backtracking search using the same problem specification. Backtracking search is more efficient when working with trees since it doesn’t copy states or maintain OPEN or CLOSED tables of states. However, backtracking often will get lost if there are repeated states, so use depth-first with graphs.

# APPENDIX: SAMPLE PROBLEMS

## Blocks World Problem

A

B

C

C

B

A

T

Develop a plan to stack three blocks on a table.

Blocks Problem Specification:

;;; Filename: problem-blocks3.lisp

;;; Problem specification for a blocks world problem:

;;; stack blocks named A, B, and C on a table named T.

(in-package :ww) ;required

(ww-set \*problem-name\* blocks3)

(ww-set \*problem-type\* planning) ;use planning (vs constraint satisfaction) search strategy

(ww-set \*solution-type\* every) ;find every possible solution

(ww-set \*tree-or-graph\* tree)

(define-types

block (A B C)

table (T)

support (either block table)) ;a block or table can be a support (for a block)

(define-dynamic-relations

(on block support)) ;a block can be on a support

(define-query cleartop? (?block)

(not (exists (?b block) ;?block has cleartop if there is no block on it

(on ?b ?block))))

(define-action put

1

(standard ?block block (?block-support ?target) support) ;standard (optional) means ?block /= ?support /= ?target

(and (cleartop? ?block) ;there is no other block on ?block

(on ?block ?block-support) ;?block is on some ?support

(or (and (block ?target) (cleartop? ?target)) ;there is no block on the ?target block

(table ?target))) ;or the ?target is the table

(?block ?target) ;the action description will be (put ?block ?target)

(assert (on ?block ?target) ;new assertion added to state

(not (on ?block ?block-support)))) ;previous assertion removed from state

(define-init

(on A T)

(on B T)

(on C T))

(define-goal

(or (and (on C T) (on B C) (on A B)) ;A -> B -> C -> T

(and (on A T) (on B A) (on C B)))) ;C -> B -> A -> T

Blocks Problem Solution:

working...

New path to goal found at depth = 2

New path to goal found at depth = 3

New path to goal found at depth = 2

New path to goal found at depth = 3

In problem BLOCKS3, performed TREE search for EVERY solution.

DEPTH-FIRST search process completed normally.

Exhaustive search for every solution finished (up to the depth cutoff, if any).

Depth cutoff = 0

Maximum depth explored = 4

Program cycles = 21

Total states processed = 51

Average branching factor = 2.4

Start state:

((ON A T) (ON B T) (ON C T))

Goal:

(OR (AND (ON C T) (ON B C) (ON A B)) (AND (ON A T) (ON B A) (ON C B)))

Total solution paths recorded = 4, of which 2 is/are unique solution paths

Check \*solutions\* and \*unique-solutions\* for solution records.

Number of steps in a minimum path length solution = 2

A minimum length solution path from start state to goal state:

(1.0 (PUT B C))

(2.0 (PUT A B))

Final state:

((ON C T) (ON B C) (ON A B))

A shortest path solution is also a minimum duration solution.

Evaluation took:

0.002 seconds of real time

0.000000 seconds of total run time (0.000000 user, 0.000000 system)

0.00% CPU

8,609,458 processor cycles

327,536 bytes consed

## Boxes Problem
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Move from area1 to area4 by placing boxes on pressure plates, which open the gates.

Boxes Problem Specification:

;;; Filename: problem-boxes.lisp

;;; Problem specification for using boxes to move to an

;;; area through a sequence of gates controlled by

;;; pressure plates.

(in-package :ww) ;required

(ww-set \*problem-name\* boxes)

(ww-set \*problem-type\* planning)

(ww-set \*depth-cutoff\* 15)

(ww-set \*solution-type\* min-length)

(ww-set \*tree-or-graph\* graph)

(define-types

myself (me)

box (box1 box2)

gate (gate1 gate2 gate3)

plate (plate1 plate2 plate3)

area (area1 area2 area3 area4)

object (either myself box plate))

(define-dynamic-relations

(holding myself box)

(loc (either myself box plate) area)

(on box plate))

(define-static-relations

(controls plate gate)

(separates gate area area))

(define-query free? (?me)

(not (exists (?b box)

(holding ?me ?b))))

(define-query cleartop? (?plate)

(not (exists (?b box)

(on ?b ?plate))))

(define-query open? (?gate ?area1 ?area2)

(and (separates ?gate ?area1 ?area2)

(exists (?p plate)

(and (controls ?p ?gate)

(exists (?b box)

(on ?b ?p))))))

(define-action move

1

((?area1 ?area2) area)

(and (loc me ?area1)

(exists (?g gate)

(open? ?g ?area1 ?area2)))

(?area1 ?area2)

(assert (not (loc me ?area1))

(loc me ?area2)))

(define-action pickup

1

(?box box ?area area)

(and (loc me ?area)

(loc ?box ?area)

(free? me))

(?box ?area)

(assert (not (loc ?box ?area))

(holding me ?box)

(exists (?p plate)

(if (on ?box ?p)

(not (on ?box ?p))))))

(define-action drop

1

(?box box ?area area)

(and (loc me ?area)

(holding me ?box))

(?box ?area)

(assert (loc ?box ?area)

(not (holding me ?box))))

(define-action put

1

(?box box ?plate plate ?area area)

(and (loc me ?area)

(holding me ?box)

(loc ?plate ?area)

(cleartop? ?plate))

(?box ?plate ?area)

(assert (loc ?box ?area)

(not (holding me ?box))

(on ?box ?plate)))

(define-init

;dynamic

(loc me area1)

(loc box1 area1)

(loc box2 area2)

;static

(loc plate1 area1)

(loc plate2 area1)

(loc plate3 area3)

(controls plate1 gate1)

(controls plate2 gate2)

(controls plate3 gate3)

(separates gate1 area1 area2)

(separates gate2 area1 area3)

(separates gate3 area3 area4))

(define-goal

(loc me area4))

Boxes Problem Solution:

working...

New path to goal found at depth = 14

New path to goal found at depth = 12

New path to goal found at depth = 10

In problem BOXES, performed GRAPH search for MIN-LENGTH solution.

DEPTH-FIRST search process completed normally.

Depth cutoff = 15

Maximum depth explored = 15

Program cycles = 57

Total states processed = 123

Repeated states = 63, ie, 51.2 percent

Average branching factor = 2.1

Start state:

((LOC ME AREA1) (LOC BOX1 AREA1) (LOC BOX2 AREA2) (LOC PLATE1 AREA1) (LOC PLATE2 AREA1) (LOC PLATE3 AREA3))

Goal:

(LOC ME AREA4)

Total solution paths recorded = 3, of which 2 is/are unique solution paths

Check \*solutions\* and \*unique-solutions\* for solution records.

Number of steps in a minimum path length solution = 10

A minimum length solution path from start state to goal state:

(1.0 (PICKUP BOX1 AREA1))

(2.0 (PUT BOX1 PLATE1 AREA1))

(3.0 (MOVE AREA1 AREA2))

(4.0 (PICKUP BOX2 AREA2))

(5.0 (MOVE AREA2 AREA1))

(6.0 (PUT BOX2 PLATE2 AREA1))

(7.0 (PICKUP BOX1 AREA1))

(8.0 (MOVE AREA1 AREA3))

(9.0 (PUT BOX1 PLATE3 AREA3))

(10.0 (MOVE AREA3 AREA4))

Final state:

((LOC ME AREA4) (LOC PLATE1 AREA1) (LOC PLATE2 AREA1) (LOC PLATE3 AREA3) (LOC BOX2 AREA1) (LOC BOX1 AREA3) (ON BOX2 PLATE2)

(ON BOX1 PLATE3))

Evaluation took:

0.013 seconds of real time

0.000000 seconds of total run time (0.000000 user, 0.000000 system)

[ Real times consist of 0.005 seconds GC time, and 0.008 seconds non-GC time. ]

0.00% CPU

42,565,021 processor cycles

6,765,216 bytes consed

## 2-Jugs Problem
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2-gallon jug 5-gallon jug reservoir
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Fill jugs at reservoir, pour water between jugs until exactly 1 gallon remains. This is set up as a min-time problem, requiring 6 steps, rather than a min-length problem, which requires only 4 steps . Note that it takes a long time to empty a jug (10 time units), since you must walk some distance to do it.

2-Jugs Problem Specification:

;;; Filename: problem-jugs2.lisp

;;; Fluent problem specification for pouring between jugs

;;; to achieve 1 gal given 2-gal jug & 5-gal jug.

(in-package :ww) ;required

(ww-set \*problem-name\* jugs2)

(ww-set \*problem-type\* planning)

(ww-set \*solution-type\* min-time)

(ww-set \*tree-or-graph\* graph)

(define-types

jug (jug1 jug2))

(define-dynamic-relations

(contents jug $integer))

(define-static-relations

(capacity jug $integer))

(define-action fill

2

(?jug jug)

(and (bind (contents ?jug $amt))

(bind (capacity ?jug $cap))

(< $amt $cap))

(?jug $cap)

(assert (contents ?jug $cap)))

(define-action empty

10

(?jug jug)

(and (bind (contents ?jug $amt))

(> $amt 0))

(?jug)

(assert (contents ?jug 0)))

(define-action pour ;A into B

3

((?jugA ?jugB) jug)

(and (bind (contents ?jugA $amtA))

(> $amtA 0)

(bind (contents ?jugB $amtB))

(bind (capacity ?jugB $capB))

(< $amtB $capB))

(?jugA $amtA ?jugB $amtB $capB)

(if (<= $amtA (- $capB $amtB))

(assert (contents ?jugA 0)

(contents ?jugB (+ $amtB $amtA)))

(assert (contents ?jugA (- (+ $amtA $amtB) $capB))

(contents ?jugB $capB))))

(define-init

(contents jug1 0)

(contents jug2 0)

(capacity jug1 2)

(capacity jug2 5))

(define-goal

(or (contents jug1 1)

(contents jug2 1)))

2-Jugs Problem Solution:

working...

New path to goal found at depth = 6

Time = 15.0

In problem JUGS2, performed GRAPH search for MIN-TIME solution.

DEPTH-FIRST search process completed normally.

Depth cutoff = 0

Maximum depth explored = 6

Program cycles = 9

Total states processed = 31

Repeated states = 17, ie, 54.8 percent

Average branching factor = 3.3

Start state:

((CONTENTS JUG1 0) (CONTENTS JUG2 0))

Goal:

(OR (CONTENTS JUG1 1) (CONTENTS JUG2 1))

Total solution paths recorded = 1, of which 1 is/are unique solution paths

Check \*solutions\* and \*unique-solutions\* for solution records.

Duration of a minimum time solution = 15.0

A minimum time solution path from start state to goal state:

(2.0 (FILL JUG1 2))

(5.0 (POUR JUG1 2 JUG2 0 5))

(7.0 (FILL JUG1 2))

(10.0 (POUR JUG1 2 JUG2 2 5))

(12.0 (FILL JUG1 2))

(15.0 (POUR JUG1 2 JUG2 4 5))

Final state:

((CONTENTS JUG1 1) (CONTENTS JUG2 5))

Evaluation took:

0.003 seconds of real time

0.000000 seconds of total run time (0.000000 user, 0.000000 system)

0.00% CPU

10,527,759 processor cycles

5,979,536 bytes consed

## Sentry Problem
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Move through an area guarded by an automatic laser gun, so as to jam an automated patrolling sentry, and move to the goal area. Gun1 sweeps area2. Switch1 turns gun1 on/off. Movable jammer1 can jam gun1 or sentry1. Sentry1 repeatedly patrols area5, area6, area7.

Sentry Problem Specification:

;;; Filename: problem-sentry.lisp

;;; Problem specification for getting by an automated

;;; sentry by jamming it.

(in-package :ww) ;required

(ww-set \*problem-name\* sentry)

(ww-set \*problem-type\* planning)

(ww-set \*tree-or-graph\* tree)

(ww-set \*depth-cutoff\* 16)

(define-types

myself (me)

box (box1)

jammer (jammer1)

gun (gun1)

sentry (sentry1)

switch (switch1)

area (area1 area2 area3 area4 area5 area6 area7

area8)

cargo (either jammer box)

threat (either gun sentry)

target (either threat))

(define-dynamic-relations

(holding myself cargo)

(loc (either myself cargo threat target switch) area)

(red switch)

(green switch)

(jamming jammer target))

(define-static-relations

(adjacent area area)

(los area target) ;line-of-sight exists

(visible area area) ;area is visible from another area

(controls switch gun)

(watches gun area))

(define-query free? (?myself)

(not (exists (?c cargo)

(holding ?myself ?c))))

(define-query passable? (?area1 ?area2)

(adjacent ?area1 ?area2))

(define-query active? (?threat)

(not (or (exists (?j jammer)

(jamming ?j ?threat))

(forall (?s switch)

(and (controls ?s ?threat)

(green ?s))))))

(define-query safe? (?area)

(not (exists (?g gun)

(and (watches ?g ?area)

(active? ?g)))))

(define-happening sentry1

:inits ((loc sentry1 area6)) ;what's true at t=0

:events ;events happening at t>0

((1 (not (loc sentry1 area6)) (loc sentry1 area7))

(2 (not (loc sentry1 area7)) (loc sentry1 area6))

(3 (not (loc sentry1 area6)) (loc sentry1 area5))

(4 (not (loc sentry1 area5)) (loc sentry1 area6)))

:repeat t

:interrupt (exists (?j jammer)

(jamming ?j sentry1)))

(define-constraint

;Constraints only needed for happening events that can

;kill or delay an action. Global constraints included

;here. Return t if constraint satisfied, nil if

;violated.

(not (exists (?s sentry ?a area)

(and (loc me ?a)

(loc ?s ?a)

(active? ?s)))))

(define-action jam

1

(?target target ?area2 area ?jammer jammer ?area1 area)

(and (holding me ?jammer)

(loc me ?area1)

(loc ?target ?area2)

(visible ?area1 ?area2))

(?target ?jammer ?area1)

(assert (not (holding me ?jammer))

(loc ?jammer ?area1)

(jamming ?jammer ?target)))

(define-action throw

1

(?switch switch ?area area)

(and (free? me)

(loc me ?area)

(loc ?switch ?area))

(?switch)

(assert (if (red ?switch)

(do (not (red ?switch))

(green ?switch))

(do (not (green ?switch))

(red ?switch)))))

(define-action pickup

1

(?cargo cargo ?area area)

(and (loc me ?area)

(loc ?cargo ?area)

(free? me))

(?cargo ?area)

(assert (not (loc ?cargo ?area))

(holding me ?cargo)

(exists (?t target)

(if (and (jammer ?cargo)

(jamming ?cargo ?t))

(not (jamming ?cargo ?t))))))

(define-action drop

1

(?cargo cargo ?area area)

(and (loc me ?area)

(holding me ?cargo))

(?cargo ?area)

(assert (not (holding me ?cargo))

(loc ?cargo ?area)))

(define-action move

1

((?area1 ?area2) area)

(and (loc me ?area1)

(passable? ?area1 ?area2)

(safe? ?area2))

(?area1 ?area2)

(assert (not (loc me ?area1))

(loc me ?area2)))

(define-action wait

0 ;always 0, wait for next exogenous event

(?area area)

(loc me ?area)

()

(assert (waiting)))

(define-init

;dynamic

(loc me area1)

(loc jammer1 area1)

(loc gun1 area2)

(loc switch1 area3)

(loc box1 area4)

(red switch1)

;static

(always-true)

(watches gun1 area2)

(controls switch1 gun1)

(los area1 gun1)

(los area2 gun1)

(los area3 gun1)

(los area4 gun1)

(visible area5 area6)

(visible area5 area7)

(visible area5 area8)

(visible area6 area7)

(visible area6 area8)

(visible area7 area8)

(adjacent area1 area2)

(adjacent area2 area3)

(adjacent area2 area4)

(adjacent area4 area5)

(adjacent area5 area6)

(adjacent area6 area7)

(adjacent area7 area8))

(define-init-action derived-visibility

0

((?area1 ?area2) area)

(adjacent ?area1 ?area2)

()

(assert (visible ?area1 ?area2)))

(define-goal

(loc me area8))

Sentry Problem Solution:

working...

New path to goal found at depth = 16

In problem SENTRY, performed TREE search for FIRST solution.

Search ended with first solution found.

Depth cutoff = 16

Maximum depth explored = 16

Program cycles = 1,086

Total states processed = 1,624

Average branching factor = 1.5

Start state:

((LOC ME AREA1) (LOC JAMMER1 AREA1) (LOC GUN1 AREA2) (LOC SWITCH1 AREA3) (LOC BOX1 AREA4) (RED SWITCH1))

Goal:

(LOC ME AREA8)

Total solution paths recorded = 1, of which 1 is/are unique solution paths

Check \*solutions\* and \*unique-solutions\* for solution records.

Number of steps in first solution found: = 16

Duration of first solution found = 16.0

Solution path of first solution found from start state to goal state:

(1.0 (PICKUP JAMMER1 AREA1))

(2.0 (JAM GUN1 JAMMER1 AREA1))

(3.0 (MOVE AREA1 AREA2))

(4.0 (MOVE AREA2 AREA3))

(5.0 (THROW SWITCH1))

(6.0 (MOVE AREA3 AREA2))

(7.0 (MOVE AREA2 AREA1))

(8.0 (PICKUP JAMMER1 AREA1))

(9.0 (MOVE AREA1 AREA2))

(10.0 (MOVE AREA2 AREA4))

(11.0 (WAIT 1.0))

(12.0 (JAM SENTRY1 JAMMER1 AREA4))

(13.0 (MOVE AREA4 AREA5))

(14.0 (MOVE AREA5 AREA6))

(15.0 (MOVE AREA6 AREA7))

(16.0 (MOVE AREA7 AREA8))

Final state:

((GREEN SWITCH1) (JAMMING JAMMER1 SENTRY1) (LOC ME AREA8) (LOC JAMMER1 AREA4) (LOC GUN1 AREA2) (LOC SWITCH1 AREA3) (LOC BOX1 AREA4))

Evaluation took:

0.047 seconds of real time

0.031250 seconds of total run time (0.031250 user, 0.000000 system)

[ Real times consist of 0.012 seconds GC time, and 0.035 seconds non-GC time. ]

65.96% CPU

150,013,329 processor cycles

102,400,208 bytes consed

## 4-Queens Problem

rows: 1, 2, 3, 4

columns: 1, 2, 3, 4

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
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queen1 queen2 queen3 queen4

Place four queens on the board, so that no two queens are attacking each other. Place the first queen on row 1, the second on row 2, etc, until all queens are properly placed.

4-Queens Problem Specification:

;;;; Filename: problem-queens4.lisp

;;; Problem specification for 4-queens.

(in-package :ww) ;required

(ww-set \*problem-name\* queens4)

(ww-set \*problem-type\* planning)

(ww-set \*solution-type\* every)

(ww-set \*tree-or-graph\* tree)

(define-types

queen (queen1 queen2 queen3 queen4)

column (1 2 3 4))

(define-dynamic-relations

(loc queen $fixnum $fixnum) ;row column of a queen

(placed queen)

(next-row $fixnum))

(define-action put

1

(?queen queen ?column column)

(and (not (placed ?queen))

(bind (next-row $row))

(not (exists (?q queen)

(and (placed ?q)

(bind (loc ?q $r $c))

(or ;(= $r $row) superfluous, always considering next row

(= $c ?column)

(= (- $r $row) (- $c ?column))

(= (- $r $row) (- ?column $c)))))))

(?queen $row ?column)

(assert (loc ?queen $row ?column)

(placed ?queen)

(next-row (1+ $row))))

(define-init

(next-row 1))

(define-goal

(next-row 5))

4-Queens Problem Solution:

There are exactly 48 unique solutions to the 4-queens problem taking into account all possible successful arrangements of four distinct queens labeled queen1, queen2, queen3, queen4. Considering only the arrangements of unlabeled queens on the board, however, there are only two distinct successful arrangements. The shortest solution path listed below gives one of the 48 possible solutions. Each step in the solution below corresponds to placing a queen in successive rows 1-4. Thus, the first action labeled (PUT QUEEN4 1 3) means put queen4 in the 1st row of the 3rd column. For larger versions of this problem (such as with eight queens), making sure \*tree-or-graph\* = tree, should provide the only symmetrical 8-queens solution in under 1 second.
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**In problem QUEENS4, performed TREE search for EVERY solution.**

**DEPTH-FIRST search process completed normally.**

**Exhaustive search for every solution finished (up to the depth cutoff, if any).**

**Depth cutoff = 0**

**Maximum depth explored = 4**

**Program cycles = 185**

**Total states processed = 233**

**Average branching factor = 1.3**

**Start state:**

**((NEXT-ROW 1))**

**Goal:**

**(NEXT-ROW 5)**

**Total solution paths recorded = 48, of which 48 is/are unique solution paths**

**Check \*solutions\* and \*unique-solutions\* for solution records.**

**Number of steps in a minimum path length solution = 4**

**A minimum length solution path from start state to goal state:**

**(1.0 (PUT QUEEN4 1 3))**

**(2.0 (PUT QUEEN3 2 1))**

**(3.0 (PUT QUEEN2 3 4))**

**(4.0 (PUT QUEEN1 4 2))**

**Final state:**

**((LOC QUEEN4 1 3) (LOC QUEEN3 2 1) (LOC QUEEN2 3 4) (LOC QUEEN1 4 2) (NEXT-ROW 5) (PLACED QUEEN4) (PLACED QUEEN3) (PLACED QUEEN2)**

**(PLACED QUEEN1))**

**A shortest path solution is also a minimum duration solution.**

**Evaluation took:**

**0.009 seconds of real time**

**0.000000 seconds of total run time (0.000000 user, 0.000000 system)**

**0.00% CPU**

**31,051,751 processor cycles**

2,030,576 bytes consed

## Smallspace Problem

![](data:image/x-emf;base64,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)

This is an example of a rather complex and lengthy specification that illustrates the integration of many Wouldwork planner features. It has served as a useful testbed for new features. It is a partial solution to a problem situation given in The Road to Gehenna, an add-on module for the Talos Principle game. The objective is to position a set of connectors such that they relay a laser beam from a transmitter source to a receiver of the same color which controls a gate. Once the receiver detects a beam of the proper color, it opens a gate. The goal is to move from area5 to area8.

Smallspace Problem Specification:

;;; Filename: problem-smallspace.lisp

;;; Problem specification (in Talos Principle)

;;; for the small space problem in Road to Gehenna sigil

;;; dome. First leg to area8.

;;; Uses mixed fluent & non-fluent relations

(in-package :ww) ;required

(ww-set \*problem-name\* smallspace)

(ww-set \*problem-type\* planning)

(ww-set \*solution-type\* min-length)

(ww-set \*tree-or-graph\* graph)

(ww-set \*depth-cutoff\* 20)

(define-types

me (me1)

gate (gate1 gate2)

barrier (nil) ;cannot move cargo thru a barrier

jammer (nil)

gun (nil)

connector (connector1 connector2)

plate (nil)

box (nil)

fan (nil)

gears (nil)

switch (nil)

ladder (nil)

rostrum (nil)

transmitter (transmitter1 transmitter2)

receiver (receiver1 receiver2)

hue (blue red) ;the color of a transmitter, receiver, or active connector

area (area1 area2 area3 area4 area5 area6 area7 area8)

cargo (either connector jammer box fan) ;what an agent (me) can pickup & carry

target (either gate gears gun) ;what a jammer can jam

divider (either barrier gate)

terminus (either transmitter receiver connector) ;what a connector can connect to

fixture (either transmitter receiver gears ladder rostrum)

station (either fixture gate) ;useful for los determinations

support (either box rostrum))

(define-dynamic-relations ;relations with fluents can be bound in rules--eg (bind (holds me1 $any-cargo))

(holds me $cargo) ;fluent because we need to sometimes lookup what is currently being held

;(free me)

(loc (either me cargo) $area)

;(on (either me cargo) $support)

;(attached fan gears)

;(jams jammer $target)

(connects terminus terminus)

(active (either connector receiver gate switch gun gears))

(color terminus $hue))

(define-static-relations

(adjacent area area) ;agent can always move to adjacent area unimpeded

(locale fixture area) ;locale is a fixed location, loc is dynamic

(barrier-separates barrier area area)

(gate-separates gate area area)

;(separates divider area area)

;(climbable> ladder area area)

;(height support $real)

(controls receiver gate)

;clear los from an area to a gate/fixture

(los0 area (either gate fixture))

(los1 area divider (either gate fixture))

(los2 area divider divider (either gate fixture))

;could see a mobile object in an area from a given area

(visible0 area area)

(visible1 area divider area)

(visible2 area divider divider area))

;;;; QUERY FUNCTIONS ;;;;

(define-query source? (?terminus)

(or (transmitter ?terminus)

(and (connector ?terminus)

(active ?terminus))))

(define-query los-thru-2-dividers? (?area ?station)

(exists ((?d1 ?d2) divider)

(and (los2 ?area ?d1 ?d2 ?station)

(or (and (barrier ?d1)

(barrier ?d2))

(and (barrier ?d1)

(gate ?d2)

(not (active ?d2)))

(and (barrier ?d2)

(gate ?d1)

(not (active ?d1)))

(and (gate ?d1)

(active ?d1)

(gate ?d2)

(not (active ?d2)))))))

(define-query los-thru-1-divider? (?area ?station)

(exists (?d divider)

(and (los1 ?area ?d ?station)

(or (barrier ?d)

(and (gate ?d)

(not (active ?d)))))))

(define-query los? (?area ?station)

(or (los0 ?area ?station)

(los-thru-1-divider? ?area ?station)

(los-thru-2-dividers? ?area ?station)))

(define-query visible-thru-2-dividers? (?area1 ?area2)

(exists ((?d1 ?d2) divider)

(and (visible2 ?area1 ?d1 ?d2 ?area2)

(or (and (barrier ?d1)

(barrier ?d2))

(and (barrier ?d1)

(gate ?d2)

(not (active ?d2)))

(and (barrier ?d2)

(gate ?d1)

(not (active ?d1)))

(and (gate ?d1)

(active ?d1)

(gate ?d2)

(not (active ?d2)))))))

(define-query visible-thru-1-divider? (?area1 ?area2)

(exists (?d divider)

(and (visible1 ?area1 ?d ?area2)

(or (barrier ?d)

(and (gate ?d)

(not (active ?d)))))))

(define-query visible? (?area1 ?area2)

(or (visible0 ?area1 ?area2)

(visible-thru-1-divider? ?area1 ?area2)

(visible-thru-2-dividers? ?area1 ?area2)))

(define-query connector-has-valid-line-of-sight? (?connector ?hue)

(or

;; Check direct transmitter connection with current line-of-sight

(exists (?t transmitter)

(and (connects ?connector ?t)

(bind (color ?t $t-hue))

(eql $t-hue ?hue)

(bind (loc ?connector $c-area))

(los? $c-area ?t)))

;; Check if connected to another active connector that has line-of-sight to transmitter

(exists (?other-connector connector)

(and (different ?other-connector ?connector)

(connects ?connector ?other-connector)

(active ?other-connector)

(bind (color ?other-connector $other-hue))

(eql $other-hue ?hue)

;; Verify the other connector has direct transmitter access

(exists (?t transmitter)

(and (connects ?other-connector ?t)

(bind (color ?t $t2-hue))

(eql $t2-hue ?hue)

(bind (loc ?other-connector $other-area))

(los? $other-area ?t)))))))

(define-query connectable? (?area ?terminus)

(or (los? ?area ?terminus) ;from connector in area to terminus

(and (connector ?terminus)

(exists (?a area)

(and (loc ?terminus ?a)

(visible? ?area ?a))))))

(define-query passable? (?area1 ?area2)

(or (adjacent ?area1 ?area2)

(exists (?b barrier)

(and (barrier-separates ?b ?area1 ?area2)

(not (bind (holds me1 $cargo))))) ;must drop cargo first

(exists (?g gate)

(and (gate-separates ?g ?area1 ?area2)

(not (active ?g))))))

;;;; UPDATE FUNCTIONS ;;;;

(define-update activate-connector! (?connector ?hue)

(do (active ?connector)

(color ?connector ?hue)))

(define-update deactivate-connector! (?connector ?hue)

(do (not (active ?connector))

(not (color ?connector ?hue))))

(define-update deactivate-receiver! (?receiver)

(do (not (active ?receiver))

(doall (?g gate)

(if (controls ?receiver ?g)

(active ?g)))))

(define-update chain-activate! (?terminus ?hue)

(do

;; Step 1: Activate the terminus based on its type

(if (connector ?terminus)

(activate-connector! ?terminus ?hue)

(if (receiver ?terminus)

(do (active ?terminus)

(doall (?g gate)

(if (and (controls ?terminus ?g)

(active ?g))

(not (active ?g)))))))

;; Step 2: Handle cascading effects based on terminus type

(if (connector ?terminus)

(do

;; Connector activation: activate connected receivers of matching color

(doall (?r receiver)

(if (and (connects ?terminus ?r)

(not (active ?r))

(bind (color ?r $rhue))

(eql $rhue ?hue))

(chain-activate! ?r ?hue)))

;; Connector activation: activate connected connectors

(doall (?c connector)

(if (and (different ?c ?terminus)

(connects ?terminus ?c)

(not (active ?c)))

(chain-activate! ?c ?hue))))

;; Handle receiver activation branch

(if (receiver ?terminus)

;; Receiver activation: check for newly accessible connectors

(doall (?c connector)

(if (not (active ?c))

(doall (?t transmitter)

(if (and (connects ?c ?t)

(bind (color ?t $t-hue))

(eql $t-hue ?hue)

(bind (loc ?c $c-area))

(los? $c-area ?t))

(chain-activate! ?c $t-hue)))))))))

(define-update chain-deactivate! (?connector ?hue)

(do

;; Step 1: Deactivate this connector

(deactivate-connector! ?connector ?hue)

;; Step 2: Deactivate receivers that lost power

(doall (?r receiver)

(if (and (connects ?connector ?r)

(not (exists (?c connector)

(and (different ?c ?connector)

(connects ?c ?r)

(active ?c)

(bind (color ?c $c-hue))

(eql $c-hue ?hue)))))

(deactivate-receiver! ?r)))

;; Step 3: Connector revalidation

(doall (?c connector)

(if (and (active ?c)

(bind (color ?c $c-hue))

(eql $c-hue ?hue))

;; Check if this connector still has valid line-of-sight to power sources

(if (not (connector-has-valid-line-of-sight? ?c ?hue))

(chain-deactivate! ?c ?hue))))))

;;;; ACTIONS ;;;;

(define-action connect-to-1-terminus

2

(?terminus terminus)

(and (bind (holds me1 $cargo))

(connector $cargo)

(bind (loc me1 $area))

(connectable? $area ?terminus))

($cargo ?terminus $area $hue)

(assert (not (holds me1 $cargo))

(loc $cargo $area)

(connects $cargo ?terminus)

(if (and (source? ?terminus)

(bind (color ?terminus $hue)))

(activate-connector! $cargo $hue))))

(define-action connect-to-2-terminus

3

(combination (?terminus1 ?terminus2) terminus)

(and (bind (holds me1 $cargo))

(connector $cargo)

(bind (loc me1 $area))

(connectable? $area ?terminus1)

(connectable? $area ?terminus2))

($cargo ?terminus1 ?terminus2 $area $hue)

(assert (not (holds me1 $cargo))

(loc $cargo $area)

;; Always establish physical connections

(connects $cargo ?terminus1)

(connects $cargo ?terminus2)

;; Extract source colors systematically

(if (source? ?terminus1)

(bind (color ?terminus1 $hue1))

(setq $hue1 nil))

(if (source? ?terminus2)

(bind (color ?terminus2 $hue2))

(setq $hue2 nil))

;; Determine activation color based on source consensus

(if (and $hue1 $hue2) ; both sources active

(if (eql $hue1 $hue2) ; same color

(setq $hue $hue1)) ; activate with consensus color

(if (or $hue1 $hue2) ; exactly one source active

(setq $hue (or $hue1 $hue2)))) ; activate with available color

(if $hue

(chain-activate! $cargo $hue))))

(define-action connect-to-3-terminus

4

(combination (?terminus1 ?terminus2 ?terminus3) terminus)

(and (bind (holds me1 $cargo))

(connector $cargo)

(bind (loc me1 $area))

(connectable? $area ?terminus1)

(connectable? $area ?terminus2)

(connectable? $area ?terminus3))

($cargo ?terminus1 ?terminus2 ?terminus3 $area $hue)

(assert (not (holds me1 $cargo))

(loc $cargo $area)

;; Always establish physical connections

(connects $cargo ?terminus1)

(connects $cargo ?terminus2)

(connects $cargo ?terminus3)

;; Extract source colors systematically

(if (source? ?terminus1)

(bind (color ?terminus1 $hue1))

(setq $hue1 nil))

(if (source? ?terminus2)

(bind (color ?terminus2 $hue2))

(setq $hue2 nil))

(if (source? ?terminus3)

(bind (color ?terminus3 $hue3))

(setq $hue3 nil))

;; Systematic consensus determination

(if (and $hue1 $hue2 $hue3) ; all three sources active

(if (and (eql $hue1 $hue2) (eql $hue2 $hue3)) ; universal consensus

(setq $hue $hue1))

(if (and $hue1 $hue2) ; exactly two sources: 1 and 2

(if (eql $hue1 $hue2) ; consensus between active pair

(setq $hue $hue1))

(if (and $hue1 $hue3) ; exactly two sources: 1 and 3

(if (eql $hue1 $hue3) ; consensus between active pair

(setq $hue $hue1))

(if (and $hue2 $hue3) ; exactly two sources: 2 and 3

(if (eql $hue2 $hue3) ; consensus between active pair

(setq $hue $hue2))

;; exactly one source active

(setq $hue (or $hue1 $hue2 $hue3))))))

(if $hue

(chain-activate! $cargo $hue))))

(define-action pickup-connector

1

(?connector connector)

(and (not (bind (holds me1 $cargo)))

(bind (loc me1 $area))

(loc ?connector $area))

(?connector $area)

(assert (holds me1 ?connector)

(not (loc ?connector $area))

(if (bind (color ?connector $hue))

(chain-deactivate! ?connector $hue))

;; Finally disconnect this picked up connector from everything

(doall (?t terminus)

(if (connects ?connector ?t)

(not (connects ?connector ?t))))))

(define-action drop

1

()

(and (bind (loc me1 $area)) ;me1 is always located somewhere

(bind (holds me1 $cargo))) ;if not holding, then bind statement returns nil, otherwise binds $cargo

($cargo $area)

(assert (not (holds me1 $cargo))

(loc $cargo $area)))

(define-action move

1

(?area2 area)

(and (bind (loc me1 $area1))

(different $area1 ?area2)

(passable? $area1 ?area2))

($area1 ?area2)

(assert (loc me1 ?area2)))

;;;; INITIALIZATION ;;;;

(define-init

;dynamic

(loc me1 area5)

(loc connector1 area5)

(loc connector2 area7)

;(free me1)

(active gate1)

(active gate2)

;static

(adjacent area1 area2)

(adjacent area2 area3)

(adjacent area3 area4)

(adjacent area4 area5)

(adjacent area6 area7)

(locale transmitter1 area4)

(locale transmitter2 area6)

(locale receiver1 area4)

(locale receiver2 area8)

(color transmitter1 blue)

(color transmitter2 red)

(color receiver1 blue)

(color receiver2 red)

(controls receiver1 gate1)

(controls receiver2 gate2)

(gate-separates gate1 area4 area7)

(gate-separates gate2 area7 area8)

;los is from an area to a fixed station

;(los0 area2 transmitter1)

(los0 area3 transmitter1)

(los0 area3 receiver1)

(los0 area5 transmitter1)

(los0 area5 receiver1)

(los0 area5 receiver2)

(los0 area6 transmitter1)

;(los0 area6 transmitter2)

(los0 area7 transmitter2)

(los0 area8 transmitter1)

(los1 area7 gate1 transmitter1)

(los1 area7 gate2 receiver2)

(los1 area8 gate2 transmitter2)

(los2 area3 gate1 gate2 receiver2)

(los2 area4 gate1 gate2 receiver2)

;visibility is from an area to an area

;potentially containing a movable target or terminus

(visible0 area1 area3)

(visible0 area1 area4)

;(visible0 area1 area5)

(visible0 area2 area4)

(visible0 area2 area5)

(visible0 area2 area6)

(visible0 area3 area5)

(visible0 area3 area6)

(visible0 area3 area7)

(visible0 area3 area8)

(visible0 area4 area6)

(visible0 area4 area8)

(visible0 area5 area6)

(visible0 area5 area8)

(visible1 area1 gate1 area7)

(visible1 area2 gate1 area7)

(visible1 area3 gate1 area7)

;(visible1 area4 gate1 area7)

(visible1 area4 gate1 area6)

(visible1 area5 gate1 area6)

(visible1 area5 gate1 area7)

(visible1 area6 gate2 area8)

;(visible1 area7 gate2 area8)

(visible2 area2 gate1 gate2 area8)

(visible2 area3 gate1 gate2 area8)

(visible2 area4 gate1 gate2 area8)

)

;;;; INITIALIZATION ACTIONS ;;;;

;init-actions save listing systematic facts

(define-init-action init-los0

;los exists to any station within its local area

0

(?station station (?area1 ?area2) area)

(or (locale ?station ?area1) ;for fixtures

(gate-separates ?station ?area1 ?area2)) ;for gates

()

(assert (los0 ?area1 ?station)))

(define-init-action init-visible0-locally

;any object is visible from its own local area

0

(?area area)

(always-true)

()

(assert (visible0 ?area ?area)))

(define-init-action init-visible0-via-adjacency

;any object is visible from an adjacent area

0

((?area1 ?area2) area)

(adjacent ?area1 ?area2)

()

(assert (visible0 ?area1 ?area2)))

(define-init-action init-visible1-thru-divider

;any object is visible thru a divider

0

(?divider divider (?area1 ?area2) area)

(or (and (barrier ?divider)

(barrier-separates ?divider ?area1 ?area2))

(and (gate ?divider)

(gate-separates ?divider ?area1 ?area2)))

()

(assert (visible1 ?area1 ?divider ?area2)))

;;;; GOAL ;;;;

(define-goal ;always put this last

(loc me1 area8))

;;;;;;;; Invariant Checks for Debugging ;;;;;;;;;;;;;;;

#+ignore (define-invariant active-connector-hue ()

;Connectors are active if and only if they have a hue

(doall (?c connector)

(equivalent (active ?c)

(bind (color ?c $hue)))))

#+ignore (define-invariant holds-cargo-location ()

;Cargo cannot be both held and have a location simultaneously

(not (and (bind (holds me1 $cargo))

(bind (loc $cargo $area)))))

#+ignore (define-invariant receiver-activation ()

;A receiver is active if and only if there exists at least one

;connected, active connector of the same color.

(doall (?r receiver)

(if (bind (color ?r $rhue))

(equivalent (active ?r)

(exists (?c connector)

(and (connects ?c ?r)

(active ?c)

(bind (color ?c $chue))

(eql $chue $rhue)))))))

#+ignore (define-invariant receiver-gate-control ()

;A receiver is active if and only if all gates it controls are inactive

(doall (?r receiver)

(if (exists (?g gate)

(controls ?r ?g))

(equivalent (active ?r)

(forall (?g gate)

(if (controls ?r ?g)

(not (active ?g))))))))

#+ignore (define-invariant colored-connector-connection ()

;Any colored connector must have a valid source with matching color,

;either a transmitter or another connector

(doall (?c connector)

(if (bind (color ?c $hue))

(or (exists (?t transmitter)

(and (connects ?c ?t)

(bind (color ?t $t-hue))

(eql $t-hue $hue)))

(exists (?other connector)

(and (different ?other ?c)

(connects ?c ?other) ; Connected to it

(bind (color ?other $other-hue))

(eql $other-hue $hue)))))))

#+ignore (define-invariant connector-self-connection ()

;No connector is connected to itself

(doall (?c connector)

(not (connects ?c ?c))))

#+ignore (define-invariant me1-has-location ()

;Me1 is always located in some area

(bind (loc me1 $area)))

#+ignore (define-invariant connector-transmitter-source ()

;Every active connector ultimately traces to transmitter sources without cycles

(let (($valid-source t)) ; Assume valid until proven otherwise

;; For each active connector, verify it has a valid transmitter source

(doall (?c connector)

(if (active ?c)

(do (setq $visited nil) ; Track visited connectors

(setq $source-found nil) ; Flag if transmitter found

(setq $stack nil) ; DFS stack

(setq $current ?c) ; Current connector being examined

(setq $color nil) ; Color we're tracing

;; Get the color of this connector

(bind (color ?c $col))

(setq $color $col)

;; Initialize stack with current connector

(push $current $stack)

;; Perform depth-first search to find transmitter or detect cycle

(ww-loop while $stack do

;; Pop current connector from stack

(setq $current (pop $stack))

;; Only process this connector if we haven't seen it before

(unless (member $current $visited)

;; Mark as visited

(push $current $visited)

;; Check if current is directly connected to a transmitter of same color

(if (exists (?t transmitter)

(and (connects $current ?t)

(bind (color ?t $t-color))

(eql $t-color $color)))

(setq $source-found t)

;; Otherwise, add connected connectors of same color to stack

(doall (?other connector)

(if (and (different ?other $current)

(connects $current ?other)

(active ?other)

(bind (color ?other $other-color))

(eql $other-color $color))

(push ?other $stack))))))

;; If we've explored all paths and never found a transmitter source,

;; this connector has no valid source (either disconnected or in a cycle)

(if (not $source-found)

(setq $valid-source nil)))))

;; Return result

$valid-source))

Smallspace Problem Solution:

working...

New path to goal found at depth = 19

In problem SMALLSPACE, performed GRAPH search for MIN-LENGTH solution.

DEPTH-FIRST search process completed normally.

Depth cutoff = 20

Maximum depth explored = 20

Program cycles = 34,745

Total states processed = 69,398

Repeated states = 51,583, ie, 74.3 percent

Average branching factor = 2.0

Start state:

((ACTIVE GATE1) (ACTIVE GATE2) (COLOR TRANSMITTER1 BLUE) (COLOR TRANSMITTER2 RED) (COLOR RECEIVER1 BLUE) (COLOR RECEIVER2 RED)

(LOC ME1 AREA5) (LOC CONNECTOR1 AREA5) (LOC CONNECTOR2 AREA7))

Goal:

(LOC ME1 AREA8)

Total solution paths recorded = 1, of which 1 is/are unique solution paths

Check \*solutions\* and \*unique-solutions\* for solution records.

Number of steps in a minimum path length solution = 19

A minimum length solution path from start state to goal state:

(1.0 (PICKUP-CONNECTOR CONNECTOR1 AREA5))

(4.0 (CONNECT-TO-2-TERMINUS CONNECTOR1 RECEIVER1 TRANSMITTER1 AREA5 BLUE))

(5.0 (MOVE AREA5 AREA4))

(6.0 (MOVE AREA4 AREA7))

(7.0 (PICKUP-CONNECTOR CONNECTOR2 AREA7))

(8.0 (MOVE AREA7 AREA6))

(10.0 (CONNECT-TO-1-TERMINUS CONNECTOR2 TRANSMITTER1 AREA6 BLUE))

(11.0 (MOVE AREA6 AREA7))

(12.0 (MOVE AREA7 AREA4))

(13.0 (MOVE AREA4 AREA5))

(14.0 (PICKUP-CONNECTOR CONNECTOR1 AREA5))

(18.0 (CONNECT-TO-3-TERMINUS CONNECTOR1 CONNECTOR2 RECEIVER2 RECEIVER1 AREA5 BLUE))

(19.0 (MOVE AREA5 AREA4))

(20.0 (MOVE AREA4 AREA7))

(21.0 (MOVE AREA7 AREA6))

(22.0 (PICKUP-CONNECTOR CONNECTOR2 AREA6))

(25.0 (CONNECT-TO-2-TERMINUS CONNECTOR2 CONNECTOR1 TRANSMITTER2 AREA6 RED))

(26.0 (MOVE AREA6 AREA7))

(27.0 (MOVE AREA7 AREA8))

Final state:

((ACTIVE GATE1) (ACTIVE CONNECTOR2) (ACTIVE CONNECTOR1) (ACTIVE RECEIVER2) (COLOR TRANSMITTER1 BLUE) (COLOR TRANSMITTER2 RED)

(COLOR RECEIVER1 BLUE) (COLOR RECEIVER2 RED) (COLOR CONNECTOR2 RED) (COLOR CONNECTOR1 RED) (CONNECTS RECEIVER2 CONNECTOR1)

(CONNECTS CONNECTOR1 RECEIVER2) (CONNECTS RECEIVER1 CONNECTOR1) (CONNECTS CONNECTOR1 RECEIVER1) (CONNECTS CONNECTOR1 CONNECTOR2)

(CONNECTS CONNECTOR2 CONNECTOR1) (CONNECTS TRANSMITTER2 CONNECTOR2) (CONNECTS CONNECTOR2 TRANSMITTER2) (LOC ME1 AREA8)

(LOC CONNECTOR1 AREA5) (LOC CONNECTOR2 AREA6))

Evaluation took:

1.120 seconds of real time

0.515625 seconds of total run time (0.500000 user, 0.015625 system)

[ Real times consist of 0.112 seconds GC time, and 1.008 seconds non-GC time. ]

[ Run times consist of 0.046 seconds GC time, and 0.470 seconds non-GC time. ]

46.07% CPU

3,570,337,217 processor cycles

1,197,836,560 bytes consed

## 7. Capt John’s Journey Problem

The following is a logic problem from braingle.com called Captain John’s Journey (Part 1), submitted by cdrock. It illustrates how to solve a Constraint Satisfaction Problem (CSP) with the Wouldwork planner, since a CSP is not normally regarded as a planning problem. The basic approach is to write a single action specification that progressively generates values for each constrained variable, and then checks those values against a goal. The problem is solved when the set of variable values satisfies the goal.

Captain John is the captain of a pirate ship called the Wasp. He just heard about a lost treasure on a far-away island. He needs to get his two crew mates, and lead them to a ship, but there are guards around and he needs to do this without passing them, or they will throw him in the brig. Can you help him get his two crew mates to the ship without getting sent to the brig?

The positions of everything are in a 3-by-3 grid (1 John, 1 ship, 2 crew mates, 2 guards, and 3 grass areas). John may only move 1 space at a time, either vertically, horizontally, or diagonally. He can only go to each space once.  
  
But before he can figure out the right way to go, he must figure out where everything is to start with. This is what he knew:  
  
1. The Wasp is not in the same row or column as John.  
2. John is not in the same row or column as either guard.  
3. Neither guard is in the third column.  
4. Both guards are vertically next to grass.  
5. The ship is in the same row as one guard, and the same column as the other guard.  
6. One of the grass spaces is diagonally next to both crew mates.  
7. One of the grass spaces is in the 2nd column, in the first row.  
8. The two guards are not in the same row or column.

These statements are enough for Capt John to figure out where all nine tokens are initially located on the 3-by-3 grid (part 1).

Capt John Problem Specification

;;; Filename: problem-captjohn-csp.lisp

;;; Brain Teaser logic problem,

;;; Capt John's Journey (part 1)

(in-package :ww)

(ww-set \*problem-name\* captjohn)

(ww-set \*problem-type\* csp)

(define-types

captain (john)

ship (wasp)

crew (crew1 crew2)

guard (guard1 guard2)

grass (grass1 grass2 grass3)

object (either captain ship crew guard grass))

(define-dynamic-relations

(remaining object $list)) ;list of coords--eg, ((0 2) ...)

(define-query get-remaining (?obj)

(do (bind (remaining ?obj $coords))

$coords))

(define-query in-same-row (?coord1 ?coord2)

(= (first ?coord1) (first ?coord2)))

(define-query in-same-col (?coord1 ?coord2)

(= (second ?coord1) (second ?coord2)))

(define-query in-row (?coord ?row)

(= (first ?coord) ?row))

(define-query in-col (?coord ?col)

(= (second ?coord) ?col))

(define-query vert-next-to (?coord1 ?coord2)

(and (= (second ?coord1) (second ?coord2))

(or (= (first ?coord1) (1+ (first ?coord2)))

(= (first ?coord1) (1- (first ?coord2))))))

(define-query diag-next-to (?coord1 ?coord2)

(or (and (= (1+ (first ?coord1)) (first ?coord2))

(= (1- (second ?coord1)) (second ?coord2)))

(and (= (1+ (first ?coord1)) (first ?coord2))

(= (1+ (second ?coord1)) (second ?coord2)))

(and (= (1- (first ?coord1)) (first ?coord2))

(= (1- (second ?coord1)) (second ?coord2)))

(and (= (1- (first ?coord1)) (first ?coord2))

(= (1+ (second ?coord1)) (second ?coord2)))))

(define-update make-assignment (?assigned-obj ?assigned-coord)

(doall (?obj object)

(do (bind (remaining ?obj $initial-coords))

(if (eql ?obj ?assigned-obj)

(remaining ?obj (list ?assigned-coord))

(remaining ?obj (remove ?assigned-coord $initial-coords :test #'equal))))))

; Make one rule for each object assignment with constraints

; Later actions can depend on prior assignments

(define-action assign-grass2

; One of the grass spaces is in the 2nd column, in the first row.

1

(?grass2-coord (get-remaining grass2))

(equal ?grass2-coord '(0 1))

(?grass2-coord)

(assert (make-assignment grass2 ?grass2-coord)))

(define-action assign-guard1

; Neither guard is in the third column.

1

(?guard1-coord (get-remaining guard1))

(not (in-col ?guard1-coord 2))

(?guard1-coord)

(assert (make-assignment guard1 ?guard1-coord)))

(define-action assign-guard2

; Neither guard is in the third column.

; The two guards are not in the same row or column.

1

(?guard2-coord (get-remaining guard2) ?guard1-coord (get-remaining guard1)) ;?guard1-coord previously assigned

(and (not (in-col ?guard2-coord 2))

(not (in-same-row ?guard2-coord ?guard1-coord))

(not (in-same-col ?guard2-coord ?guard1-coord)))

(?guard2-coord)

(assert (make-assignment guard2 ?guard2-coord)))

(define-action assign-john

; John is not in the same row or column as either guard.

1

(?john-coord (get-remaining john) ?guard1-coord (get-remaining guard1)

?guard2-coord (get-remaining guard2))

(and (not (in-same-row ?john-coord ?guard1-coord))

(not (in-same-col ?john-coord ?guard1-coord))

(not (in-same-row ?john-coord ?guard2-coord))

(not (in-same-col ?john-coord ?guard2-coord)))

(?john-coord)

(assert (make-assignment john ?john-coord)))

(define-action assign-wasp

; The Wasp is not in the same row or column as John.

; The ship is in the same row as one guard, and the same column as the other guard.

1

(?wasp-coord (get-remaining wasp) ?john-coord (get-remaining john)

?guard1-coord (get-remaining guard1) ?guard2-coord (get-remaining guard2))

(and (not (in-same-row ?wasp-coord ?john-coord))

(not (in-same-col ?wasp-coord ?john-coord))

(or (and (in-same-row ?wasp-coord ?guard1-coord)

(in-same-col ?wasp-coord ?guard2-coord))

(and (in-same-row ?wasp-coord ?guard2-coord)

(in-same-col ?wasp-coord ?guard1-coord))))

(?wasp-coord)

(assert (make-assignment wasp ?wasp-coord)))

(define-action assign-grass1

; Both guards are vertically next to grass.

1

(?grass1-coord (get-remaining grass1) ?guard1-coord (get-remaining guard1)

?guard2-coord (get-remaining guard2) ?grass2-coord (get-remaining grass2))

(and (or (vert-next-to ?guard1-coord ?grass1-coord)

(vert-next-to ?guard1-coord ?grass2-coord)

(ww-loop for ?possible-grass3-coord in (get-remaining grass3)

thereis (vert-next-to ?guard1-coord ?possible-grass3-coord)))

(or (vert-next-to ?guard2-coord ?grass1-coord)

(vert-next-to ?guard2-coord ?grass2-coord)

(ww-loop for ?possible-grass3-coord in (get-remaining grass3)

thereis (vert-next-to ?guard2-coord ?possible-grass3-coord))))

(?grass1-coord)

(assert (make-assignment grass1 ?grass1-coord)))

(define-action assign-grass3

; Both guards are vertically next to grass.

1

(?grass3-coord (get-remaining grass3) ?grass1-coord (get-remaining grass1)

?guard1-coord (get-remaining guard1) ?guard2-coord (get-remaining guard2)

?grass2-coord (get-remaining grass2))

(and (or (vert-next-to ?guard1-coord ?grass1-coord)

(vert-next-to ?guard1-coord ?grass2-coord)

(vert-next-to ?guard1-coord ?grass3-coord))

(or (vert-next-to ?guard2-coord ?grass1-coord)

(vert-next-to ?guard2-coord ?grass2-coord)

(vert-next-to ?guard2-coord ?grass3-coord)))

(?grass3-coord)

(assert (make-assignment grass3 ?grass3-coord)))

(define-action assign-crew1

; One of the grass spaces is diagonally next to both crew mates.

1

(?crew1-coord (get-remaining crew1) ?grass1-coord (get-remaining grass1)

?grass2-coord (get-remaining grass2) ?grass3-coord (get-remaining grass3))

(and (or (ww-loop for ?possible-crew2-coord in (get-remaining crew2)

thereis (and (diag-next-to ?grass1-coord ?crew1-coord)

(diag-next-to ?grass1-coord ?possible-crew2-coord)))

(ww-loop for ?possible-crew2-coord in (get-remaining crew2)

thereis (and (diag-next-to ?grass2-coord ?crew1-coord)

(diag-next-to ?grass2-coord ?possible-crew2-coord)))

(ww-loop for ?possible-crew2-coord in (get-remaining crew2)

thereis (and (diag-next-to ?grass3-coord ?crew1-coord)

(diag-next-to ?grass3-coord ?possible-crew2-coord)))))

(?crew1-coord)

(assert (make-assignment crew1 ?crew1-coord)))

(define-action assign-crew2

; One of the grass spaces is diagonally next to both crew mates.

1

(?crew2-coord (get-remaining crew2) ?crew1-coord (get-remaining crew1)

?grass1-coord (get-remaining grass1) ?grass2-coord (get-remaining grass2)

?grass3-coord (get-remaining grass3))

(or (and (diag-next-to ?grass1-coord ?crew1-coord)

(diag-next-to ?grass1-coord ?crew2-coord))

(and (diag-next-to ?grass2-coord ?crew1-coord)

(diag-next-to ?grass2-coord ?crew2-coord))

(and (diag-next-to ?grass3-coord ?crew1-coord)

(diag-next-to ?grass3-coord ?crew2-coord)))

(?crew2-coord)

(assert (make-assignment crew2 ?crew2-coord)))

(define-init

(remaining john ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(remaining wasp ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(remaining crew1 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(remaining crew2 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(remaining guard1 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(remaining guard2 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(remaining grass1 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(remaining grass2 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(remaining grass3 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2))))

(define-goal ;when the last variable has been assigned

(eq (problem-state.name state) (action.name (car (last \*actions\*)))))

Capt John Problem Solution

working...

New path to goal found at depth = 9

In problem CAPTJOHN, performed GRAPH search for FIRST solution.

Search ended with first solution found.

Depth cutoff = 0

Maximum depth explored = 9

Program cycles = 12

Total states processed = 21

Repeated states = 0, ie, 0.0 percent

Average branching factor = 1.6

Start state:

((REMAINING JOHN ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(REMAINING WASP ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(REMAINING CREW1 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(REMAINING CREW2 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(REMAINING GUARD1 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(REMAINING GUARD2 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(REMAINING GRASS1 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(REMAINING GRASS2 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2)))

(REMAINING GRASS3 ((0 0) (0 1) (0 2) (1 0) (1 1) (1 2) (2 0) (2 1) (2 2))))

Goal:

(EQ (PROBLEM-STATE.NAME STATE) (ACTION.NAME (CAR (LAST \*ACTIONS\*))))

Total solution paths recorded = 1, of which 1 is/are unique solution paths

Check \*solutions\* and \*unique-solutions\* for solution records.

Number of steps in first solution found: = 9

Duration of first solution found = 9.0

Solution path of first solution found from start state to goal state:

(1.0 (ASSIGN-GRASS2 (0 1)))

(2.0 (ASSIGN-GUARD1 (0 0)))

(3.0 (ASSIGN-GUARD2 (2 1)))

(4.0 (ASSIGN-JOHN (1 2)))

(5.0 (ASSIGN-WASP (2 0)))

(6.0 (ASSIGN-GRASS1 (1 0)))

(7.0 (ASSIGN-GRASS3 (1 1)))

(8.0 (ASSIGN-CREW1 (0 2)))

(9.0 (ASSIGN-CREW2 (2 2)))

Final state:

((REMAINING JOHN ((1 2))) (REMAINING WASP ((2 0))) (REMAINING CREW1 ((0 2))) (REMAINING CREW2 ((2 2))) (REMAINING GUARD1 ((0 0)))

(REMAINING GUARD2 ((2 1))) (REMAINING GRASS1 ((1 0))) (REMAINING GRASS2 ((0 1))) (REMAINING GRASS3 ((1 1))))

Evaluation took:

0.004 seconds of real time

0.000000 seconds of total run time (0.000000 user, 0.000000 system)

0.00% CPU

14,249,965 processor cycles

6,143,120 bytes consed

## 8. Triangle Peg Puzzle
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The Triangle Peg Puzzle (aka Cracker Barrel Puzzle, Conqueror Puzzle) consists of a triangular peg board with 15 holes and 14 pegs, initially filling all holes except one. The objective is to jump over a peg on each move, as in checkers, continuing to jump with different pegs on each move, until there is only one peg left. Any solution therefore will require 13 jumps total.

This puzzle illustrates how Common Lisp code can be added to a problem specification, in this case to setup the initial board configuration, when using a standard planning initialization action would be awkward and inefficient.

Triangle Peg Problem Specification

;;; Filename: problem-triangle-xy.lisp

;;; Basic problem specification for triangle peg problem with peg-count.

;;; The peg board positions have coordinates measured

;;; from the triangle's right diagonal (/) and left diagonal (\)

;;; side lengths from 1 to \*N\* with pegs in all positions except 11.

;;; Jumps are by / up or down, \ up or down, - (horiz) right or left.

;;; 11

;;; 12 21

;;; 13 22 31

;;; 14 23 32 41

;;; 15 24 33 42 51

(in-package :ww) ;required

(ww-set \*problem-name\* triangle-xy)

(ww-set \*problem-type\* planning)

(ww-set \*tree-or-graph\* tree)

(ww-set \*solution-type\* first)

(defparameter \*N\* 5) ;the number of pegs on a side

(defparameter \*holes\* '((1 1))) ;coordinates of the initial holes

(define-types

peg (compute (loop for i from 1 ;peg1, peg2, ...

to (- (/ (\* \*N\* (1+ \*N\*)) 2) (length \*holes\*))

collect (intern (format nil "PEG~D" i))))

row (compute (loop for i from 1 to \*N\*

collect i))

col (compute (loop for j from 1 to \*N\*

collect j)))

(define-dynamic-relations

(loc peg $fixnum $fixnum) ;location of a peg

(contents row col $peg) ;peg contents at a location

(remaining-pegs $list) ;list of remaining pegs

(peg-count $integer)) ;pegs remaining on the board

(define-query get-remaining-pegs? ()

(do (bind (remaining-pegs $pegs))

$pegs))

(define-action jump-left-down ;jump downward in the / diagonal direction

1

(?peg (get-remaining-pegs?)) ;function type

(and (bind (loc ?peg $r $c))

(<= (+ $r $c) (- \*N\* 1))

(setq $c+1 (1+ $c))

(bind (contents $r $c+1 $adj-peg))

(setq $c+2 (+ $c 2))

(not (bind (contents $r $c+2 $any-peg)))

(bind (peg-count $peg-count))

(bind (remaining-pegs $pegs)))

($r $c)

(assert (not (contents $r $c ?peg)) ;from

(loc ?peg $r $c+2) ;to

(contents $r $c+2 ?peg) ;update to

(not (loc $adj-peg $r $c+1)) ;remove adj peg

(not (contents $r $c+1 $adj-peg)) ;remove adj peg

(peg-count (1- $peg-count))

(remaining-pegs (remove $adj-peg $pegs))))

(define-action jump-right-up ;jump upward in the / diagonal direction

1

(?peg (get-remaining-pegs?)) ;named type

(and (bind (loc ?peg $r $c))

(>= $c 3)

(setq $c-1 (1- $c))

(bind (contents $r $c-1 $adj-peg))

(setq $c-2 (- $c 2))

(not (bind (contents $r $c-2 $any-peg)))

(bind (peg-count $peg-count))

(bind (remaining-pegs $pegs)))

($r $c)

(assert (not (contents $r $c ?peg))

(loc ?peg $r $c-2)

(contents $r $c-2 ?peg)

(not (loc $adj-peg $r $c-1))

(not (contents $r $c-1 $adj-peg))

(peg-count (1- $peg-count))

(remaining-pegs (remove $adj-peg $pegs))))

(define-action jump-right-down ;jump downward in the \ diagonal direction

1

(?peg (get-remaining-pegs?))

(and (bind (loc ?peg $r $c))

(<= (+ $r $c) (- \*N\* 1))

(setq $r+1 (+ $r 1))

(bind (contents $r+1 $c $adj-peg))

(setq $r+2 (+ $r 2))

(not (bind (contents $r+2 $c $any-peg)))

(bind (peg-count $peg-count))

(bind (remaining-pegs $pegs)))

($r $c)

(assert (not (contents $r $c ?peg))

(loc ?peg $r+2 $c)

(contents $r+2 $c ?peg)

(not (loc $adj-peg $r+1 $c))

(not (contents $r+1 $c $adj-peg))

(peg-count (1- $peg-count))

(remaining-pegs (remove $adj-peg $pegs))))

(define-action jump-left-up ;jump upward in the \ diagonal direction

1

(?peg (get-remaining-pegs?))

(and (bind (loc ?peg $r $c))

(>= $r 3)

(setq $r-1 (- $r 1))

(bind (contents $r-1 $c $adj-peg))

(setq $r-2 (- $r 2))

(not (bind (contents $r-2 $c $any-peg)))

(bind (peg-count $peg-count))

(bind (remaining-pegs $pegs)))

($r $c)

(assert (not (contents $r $c ?peg))

(loc ?peg $r-2 $c)

(contents $r-2 $c ?peg)

(not (loc $adj-peg $r-1 $c))

(not (contents $r-1 $c $adj-peg))

(peg-count (1- $peg-count))

(remaining-pegs (remove $adj-peg $pegs))))

(define-action jump-right-horiz ;jump rightward in the horizontal direction

1

(?peg (get-remaining-pegs?))

(and (bind (loc ?peg $r $c))

(>= $c 3)

(setq $r+1 (+ $r 1))

(setq $c-1 (- $c 1))

(bind (contents $r+1 $c-1 $adj-peg))

(setq $r+2 (+ $r 2))

(setq $c-2 (- $c 2))

(not (bind (contents $r+2 $c-2 $any-peg)))

(bind (peg-count $peg-count))

(bind (remaining-pegs $pegs)))

($r $c)

(assert (not (contents $r $c ?peg))

(loc ?peg $r+2 $c-2)

(contents $r+2 $c-2 ?peg)

(not (loc $adj-peg $r+1 $c-1))

(not (contents $r+1 $c-1 $adj-peg))

(peg-count (1- $peg-count))

(remaining-pegs (remove $adj-peg $pegs))))

(define-action jump-left-horiz ;jump leftward in the horizontal direction

1

(?peg (get-remaining-pegs?))

(and (bind (loc ?peg $r $c))

(>= $r 3)

(setq $r-1 (- $r 1))

(setq $c+1 (+ $c 1))

(bind (contents $r-1 $c+1 $adj-peg))

(setq $r-2 (- $r 2))

(setq $c+2 (+ $c 2))

(not (bind (contents $r-2 $c+2 $any-peg)))

(bind (peg-count $peg-count))

(bind (remaining-pegs $pegs)))

($r $c)

(assert (not (contents $r $c ?peg))

(loc ?peg $r-2 $c+2)

(contents $r-2 $c+2 ?peg)

(not (loc $adj-peg $r-1 $c+1))

(not (contents $r-1 $c+1 $adj-peg))

(peg-count (1- $peg-count))

(remaining-pegs (remove $adj-peg $pegs))))

(progn (format t "~&Initializing database...~%")

(loop with pegs = (gethash 'peg \*types\*)

;\*db\* is the name of the initial database

;update is the function that asserts a proposition

;into the database

initially (update \*db\* `(peg-count ,(length pegs)))

(update \*db\* `(remaining-pegs ,pegs))

for row from 1 to \*N\*

do (loop for col from 1 to (- (1+ \*N\*) row)

unless (member (list row col) \*holes\* :test #'equal)

do (let ((peg (pop pegs)))

(update \*db\* `(loc ,peg ,row ,col))

(update \*db\* `(contents ,row ,col ,peg))))))

(define-goal ;only one peg left

(peg-count 1))

Triangle Peg Problem Solution:

working...

New path to goal found at depth = 13

In problem TRIANGLE-XY, performed TREE search for FIRST solution.

Search ended with first solution found.

Depth cutoff = 0

Maximum depth explored = 13

Program cycles = 115

Total states processed = 137

Average branching factor = 1.2

Start state:

((CONTENTS 1 2 PEG1) (CONTENTS 1 3 PEG2) (CONTENTS 1 4 PEG3) (CONTENTS 1 5 PEG4) (CONTENTS 2 1 PEG5) (CONTENTS 2 2 PEG6)

(CONTENTS 2 3 PEG7) (CONTENTS 2 4 PEG8) (CONTENTS 3 1 PEG9) (CONTENTS 3 2 PEG10) (CONTENTS 3 3 PEG11) (CONTENTS 4 1 PEG12)

(CONTENTS 4 2 PEG13) (CONTENTS 5 1 PEG14) (LOC PEG1 1 2) (LOC PEG2 1 3) (LOC PEG3 1 4) (LOC PEG4 1 5) (LOC PEG5 2 1) (LOC PEG6 2 2)

(LOC PEG7 2 3) (LOC PEG8 2 4) (LOC PEG9 3 1) (LOC PEG10 3 2) (LOC PEG11 3 3) (LOC PEG12 4 1) (LOC PEG13 4 2) (LOC PEG14 5 1)

(PEG-COUNT 14) (REMAINING-PEGS (PEG1 PEG2 PEG3 PEG4 PEG5 PEG6 PEG7 PEG8 PEG9 PEG10 PEG11 PEG12 PEG13 PEG14)))

Goal:

(PEG-COUNT 1)

Total solution paths recorded = 1, of which 1 is/are unique solution paths

Check \*solutions\* and \*unique-solutions\* for solution records.

Number of steps in first solution found: = 13

Duration of first solution found = 13.0

Solution path of first solution found from start state to goal state:

(1.0 (JUMP-RIGHT-UP 1 3))

(2.0 (JUMP-RIGHT-UP 1 5))

(3.0 (JUMP-LEFT-UP 3 2))

(4.0 (JUMP-LEFT-DOWN 1 2))

(5.0 (JUMP-RIGHT-UP 2 4))

(6.0 (JUMP-LEFT-DOWN 2 1))

(7.0 (JUMP-LEFT-UP 4 1))

(8.0 (JUMP-RIGHT-DOWN 1 1))

(9.0 (JUMP-RIGHT-HORIZ 1 4))

(10.0 (JUMP-LEFT-HORIZ 4 2))

(11.0 (JUMP-LEFT-DOWN 3 1))

(12.0 (JUMP-RIGHT-HORIZ 2 4))

(13.0 (JUMP-LEFT-HORIZ 5 1))

Final state:

((CONTENTS 3 3 PEG14) (LOC PEG14 3 3) (PEG-COUNT 1) (REMAINING-PEGS (PEG14)))

Evaluation took:

0.005 seconds of real time

0.000000 seconds of total run time (0.000000 user, 0.000000 system)

0.00% CPU

16,456,360 processor cycles

1,701,824 bytes consed

## 9. Knapsack Problem
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Given a knapsack which can carry a maximum weight W, and a number of items with weights wi and values vi, how can you pack the knapsack so as to fit in items with the maximum total value V, without exceeding the knapsack's capacity W?

This is an optimization problem, in this case find a goal (ie, a knapsack filling) that has the maximum total value. You must specify what is to be optimized, namely the value in the knapsack ($objective-value), computed in the *put* rule below.

The query function *get-best-relaxed-value?* computes a maximum possible value to fill the remaining capacity in the knapsack from any given state, allowing a fractional object as the last object (with its fractional weight and fractional value). Since the items have been initially ordered by their value/weight ratios, the last fractional value added is the best total value that can be achieved in that state. This relaxed value is used by the planner to prune any subsequent states whose value is worse than the best value so far.

Knapsack Problem Specification

;;;; Filename: problem-knap19.lisp

;;; Problem specification for a 19-item knapsack problem.

(in-package :ww) ;required

(ww-set \*problem-name\* knap19)

(ww-set \*problem-type\* planning)

(ww-set \*tree-or-graph\* graph)

(ww-set \*solution-type\* max-value)

(defvar item nil) ;prevent compiler warnings

(defvar create-item-structures nil)

#.(defstruct item ;an item template

(name nil :type symbol) ;item name--eg, item3

(id -1 :type fixnum) ;item# in sorted list

(value -1 :type fixnum) ;value of that item

(weight -1 :type fixnum) ;weight of that item

(value/weight -1 :type double-float)) ;the ratio of the item's value/weight

#.(defparameter \*item-structures\* nil) ;the list of data item structures

#.(defparameter \*num-items\* -1) ;total number of items, update from data-knap19.lisp

#.(defparameter \*max-weight\* -1) ;max weight allowed, update from data-knap19.lisp

#.(defun create-item-structures (data-file)

;Read in data from a file.

(with-open-file (infile data-file :direction :input :if-does-not-exist nil)

(when (not (streamp infile)) (error "File does not exist!"))

(setf \*num-items\* (read infile))

(setf \*max-weight\* (read infile))

(loop for i from 1 upto \*num-items\* do

(let ((value (read infile))

(weight (read infile)))

(push (make-item :name (intern (format nil "ITEM~D" i) :ww)

:value value

:weight weight

:value/weight (coerce (/ value weight)

'double-float))

\*item-structures\*)))))

#.(create-item-structures (in-src "data-knap19.lisp")) ;path to the data file in the src directory

(defparameter \*sorted-item-structures\*

(loop with sorted-item-structures = (sort (copy-list \*item-structures\*) #'>

:key #'item-value/weight)

for item-structure in sorted-item-structures

for index from 1

do (setf (item-id item-structure) index)

collect item-structure))

(define-types

item-id (compute (mapcar #'item-id \*sorted-item-structures\*))) ;item IDs

(define-dynamic-relations

(in item-id) ;an item-id in the knapsack

(contents $list) ;the item-ids in the knapsack

(load $fixnum) ;the net weight of the knapsack

(worth $fixnum)) ;the net worth of item-ids in the knapsack

(define-static-relations

(capacity $fixnum) ;weight capacity of the knapsack

(value item-id $fixnum) ;value of an item-id

(weight item-id $fixnum)) ;weight of an item-id

(define-query compute-bounds? ($item-ids)

;Computes cost and upper bounds for a state

(do (bind (capacity $capacity)) ;(ut::prt state)

(setf $max-item-id (or (car (last $item-ids)) 0))

(if (= (length $item-ids) $max-item-id)

(setf $missing-item-ids nil)

(do (setf $initial-item-ids (cdr (alexandria:iota (1+ $max-item-id))))

(setf $missing-item-ids (set-difference $initial-item-ids $item-ids)))) ;(ut::prt $all-item-ids $missing-item-ids)

(setf $all-item-ids (gethash 'item-id \*types\*))

(setf $wt 0 $cost 0 $upper 0)

(ww-loop for $item-id in $all-item-ids do ;run thru all item-ids until capacity exceeded

(if (and (not (member $item-id $missing-item-ids)) ;except those missing

(bind (weight $item-id $item-weight))

(bind (value $item-id $item-value)) ;(ut::prt $item-id $item-weight $item-value)

(if (<= (+ $wt $item-weight) $capacity)

(do (incf $wt $item-weight) ;(ut::prt $wt)

(incf $cost $item-value)

(incf $upper $item-value))

(do (setq $fraction (/ (- $capacity $wt) $item-weight))

(incf $cost (\* $fraction $item-value)) ;(ut::prt $fraction (- $cost) (- $upper)) (break)

(return-from compute-bounds? (values (- $cost) (- $upper)))))))) ;(ut::prt (- $cost) (- $upper)) (break)

(return-from compute-bounds? (values (- $cost) (- $upper)))))

(defun successors-p (lst)

"Tests for a succession of integers (ie, item-ids)."

(iter (for item-id in lst)

(for prev-item-id previous item-id)

(when prev-item-id

(always (= item-id (1+ prev-item-id))))))

(define-query bounding-function? ()

(do (bind (contents $item-ids))

(if (successors-p $item-ids)

(if (= \*cost\* \*upper\* 0)

(do (multiple-value-setq (\*cost\* \*upper\*)

(compute-bounds? $item-ids))

(values \*cost\* \*upper\*))

(values \*cost\* \*upper\*))

(do (setf \*cost\* 0 \*upper\* 0)

(compute-bounds? $item-ids)))))

(define-action put

1

(?item-id item-id)

(and (not (in ?item-id))

(bind (weight ?item-id $item-weight))

(bind (load $load))

(setq $new-load (+ $load $item-weight))

(bind (capacity $capacity))

(<= $new-load $capacity))

(?item-id)

(assert (in ?item-id)

(bind (contents $item-ids))

(setq $new-item-ids

(merge 'list (list ?item-id) (copy-list $item-ids) #'<))

(contents $new-item-ids)

(load $new-load)

(bind (worth $worth))

(bind (value ?item-id $item-value))

(setq $new-worth (+ $worth $item-value))

(worth $new-worth)

(setq $objective-value $new-worth)))

(define-init-action init-item-weights&values

0

(?item-id item-id)

(always-true)

()

(assert ;(ut::prt item-structure)

(weight ?item-id (item-weight (find ?item-id \*sorted-item-structures\*

:key #'item-id)))

(value ?item-id (item-value (find ?item-id \*sorted-item-structures\*

:key #'item-id)))))

(define-init

(capacity #.\*max-weight\*)

(contents nil)

(load 0)

(worth 0))

Knapsack Problem Solution:

working...

Higher value state found: 321 in thread NIL

Higher value state found: 667 in thread NIL

Higher value state found: 689 in thread NIL

Higher value state found: 805 in thread NIL

Higher value state found: 1060 in thread NIL

Higher value state found: 1101 in thread NIL

Higher value state found: 1107 in thread NIL

Higher value state found: 1833 in thread NIL

Higher value state found: 1865 in thread NIL

Higher value state found: 1945 in thread NIL

Higher value state found: 2890 in thread NIL

Higher value state found: 2945 in thread NIL

Higher value state found: 12248 in thread NIL

In problem KNAP19, performed GRAPH search for MAX-VALUE solution.

DEPTH-FIRST search process completed normally.

Depth cutoff = 0

Maximum depth explored = 5

Program cycles = 432

Total states processed = 456

Repeated states = 24, ie, 5.3 percent

Average branching factor = 1.1

Start state:

((CONTENTS NIL) (LOAD 0) (WORTH 0))

Goal:

NIL

No goal specified, but best results follow:

Total number of results recorded = 50.

Check \*best-states\* for all result records.

The maximum objective value found = 12,248

A maximum value state:

<PUT (11) NIL 5.0 12248 0.0

((CONTENTS (3 5 6 9 11)) (IN 3) (IN 5) (IN 6) (IN 9) (IN 11) (LOAD 30996) (WORTH 12248))

NIL>

Evaluation took:

0.027 seconds of real time

0.000000 seconds of total run time (0.000000 user, 0.000000 system)

0.00% CPU

88,545,217 processor cycles

8,795,216 bytes consed